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ABSTRACT 

 

Maturity models are used on a regular basis to guide improvements in software 

engineering processes. When agile software development teams rely on these models 

to mature their practices, sustaining agility is hindered at the highest maturity levels by 

the increasing focus placed on defining processes. A software process improvement 

guide for agile teams must keep focused on people and on sustaining agility, rather 

than on an extensive definition and control of processes. Current agile maturity models 

address this need, but they still lack agreement on what maturity means to agile teams. 

Moreover, they prescribe practices that teams should adopt, even though there is 

evidence that agile teams hardly ever accomplish their jobs by following prescribed 

practices. This dissertation, thus, takes the nature of agile software development 

teams into account in order to characterize maturity in agile software development. To 

accomplish this objective, the study had two specific goals: the first one was to define 

maturity in agile software development, and the second one was to identify the 

mechanisms that teams apply to mature in agility. The research was organized as a 

mixed-method approach, investigating quantitative and qualitative data at three main 

stages. The first stage – the exploratory one – addressed the first objective through a 

survey with agile practitioners. The second stage – the explanatory one – relied on a 

multiple-case study with agile teams to accomplish the second objective. The third 

stage sought to evaluate how well our objectives were met. The findings have shown 

that agile maturity means fostering subjective capabilities, such as collaboration, 

communication, commitment, care, sharing and self-organization. In the mechanism 

for maturing in agile, people play the central role. Moreover, it presents ambidexterity 

as a key ability to maturity, and does not prescribe practices, but rather describes 

outcomes that agile teams pursue to improve their working processes. These 

outcomes are accomplished in practices learning, in team conduct, in deliveries pace, 

in features disclosure, in the care with the software product, in customer relationship 

and in organizational support.   
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CHAPTER 1. INTRODUCTION 

In the software engineering field, maturity models are used on a regular basis 

to guide improvements in software development processes. The main models used for 

this purpose are the Capability Maturity Model Integration for Development – CMMI-

DEV (CMMI Product Team, 2010), and the international standards ISO/IEC 15504 

(ISO/IEC, 2004) and ISO/IEC 12207 (ISO/IEC, 2008). In Brazil, the reference model is 

the MPS-SW, Brazilian Software Process Improvement Reference Model (SOFTEX, 

2012b). 

Each maturity model is founded on an underlying concept for maturity and the 

roadmap that the element (person, object or social system) follows to mature 

(KOHLEGGER; MAIER; THALMANN, 2009). In the current established maturity 

models for software development teams, maturity is achieved when continuous 

improvement takes place. To accomplish that, teams must define work processes, as 

well as standardize and quantitatively manage them (CMMI Product Team, 2010). 

The implementation of CMMI-DEV guidelines have been recognized as a 

means to improve project performance and accomplish other benefits (JIANG et al., 

2004; AGRAWAL; CHARI, 2007; SUBRAMANIAN; JIANG; KLEIN, 2007), but other 

approaches to help teams developing better software have arisen. One of them is agile 

software development. Contrasting with CMMI-DEV endeavors, the implementation of 

agile methods for software development values “individuals and interactions over 

processes and tools; working software over comprehensive documentation; customer 

collaboration over contract negotiation; and responding to change over following a 

plan” (BECK et al., 2001). 

As soon as agile software development methods spread worldwide, researchers 

and practitioners started to implement both agile and CMMI-DEV simultaneously, to 

have the best of both worlds: agility to deliver to customers, with disciplined processes. 

Studies in the field have been reporting that CMMI-DEV, for example, should be used 

to help organizations institutionalize agile methods. They also point out that agile 

thinking guarantees that processes are implemented efficiently while responding to 

changes, and CMMI-DEV guarantees that all relevant processes are considered with 
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appropriate discipline (PAULK, 2001, ANDERSON, 2005; BAKER, 2006; 

SUTHERLAND; JAKOBSEN; JOHNSON, 2007; CAFFERY; PIKKARAINEN; 

RICHARDSON, 2008; JAKOBSEN; JOHNSON, 2008; COHAN; GLAZER, 2009; 

SPOELSTRA; IACOB; VAN SINDEREN, 2011; AL-TARAWNEH; ABDULLAH; ALI, 

2011; LINA; DAN, 2012; LUKASIEWICZ; MILER, 2012). The benefits of this 

combination were accomplished and even recognized as a “magic potion” 

(SUTHERLAND; JAKOBSEN; JOHNSON, 2007). 

However, when agile teams implement a software process improvement model 

to improve the way they work, such as CMMI-DEV, the extensive definition and the 

control of the process hinders sustaining agility at the highest maturity levels (PAULK, 

2001; LUKASIEWICZ; MILER, 2012). Having recognized this limitation, researchers 

and practitioners have been proposing agile maturity models (SCHWEIGERT et al., 

2012; ÖZCAN-TOP; DEMIRÖRS, 2013; LEPPÄNEN, 2013). These models provide 

improvement guidelines to agile software development teams that wish to keep focus 

on people and interaction over processes and tools, as stated by the Agile Manifesto 

(BECK et al., 2001). The highest maturity levels in these models are based either on 

the concept of project performance, or that of highly productive teams, or that of 

sustaining agility (as presented in CHAPTER 2). 

We have identified two issues with these current agile maturity models. The first 

is that a variety of proposals are available, with different structures, focuses and 

underlying values – evidence that the field is still being defined. The second is that all 

of these models prescribe the practices and stages of adoption that should be followed 

by the teams – but such adoption is usually too context-dependent, and there is 

evidence that agile teams struggle to follow prescribed practices (SIDKY; ARTHUR; 

BOHNER, 2007; SCHWEIGERT et al., 2012; KETTUNEN, 2012; FONTANA; 

REINEHR; MALUCELLI, 2014). 

Benefits and limitations of agile software development methods have already 

been identified (DYBÅ; DINGSØYR, 2008; MELO et al., 2013) and they seem to be 

replacing traditional1 methods for software development (BUSTARD; WILKIE; 

GREER, 2013). A recent survey has shown that almost every software development 

organization has experienced agile practices worldwide (VERSION ONE, 2015) and 

                                                 
1 Here and throughout this dissertation, we refer as “traditional” to an organization or practice “typically 
associated with a plan-driven approach to software development”. (as in WAARDENBURG; VLIET, 
2013, p. 2154). 
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the interest in adopting agile methods is also increasing in Brazil (MELO et al., 2013). 

Although worldwide agile adoption has crossed the borders of collocated teams and 

small firms (VERSION ONE, 2015), the majority (about 68%) of the Brazilian 

companies that adopt agile methods have an Information Technology department 

whose size ranges between 1 and 50 employees (MELO et al., 2013). Considering that 

1) agile methods are mainly suitable for small enterprises (DYBÅ; DINGSØYR, 2008) 

and that 2) Brazilian industrial context has around 80,000 software companies with 

less than nineteen employees (SOFTEX, 2012), there is still plenty of room for the 

adoption of agile methods by Brazilian companies. 

In this industrial and research context, a characterization of maturity in agile 

software development could help defining agility, assist companies at the beginning of 

agile adoption, help organizations to recognize the implementation of agile methods, 

and also serve as a guide for improvement (FONTANA; REINEHR; MALUCELLI, 

2014), as highlighted in Figure 1. 

 

 

Figure 1 - Justification for maturity characterization in agile software development 

 

The objective of this dissertation is, therefore, to characterize maturity in agile 

software development. Our purpose is to characterize this maturity because the nature 

of the element one wishes to aid in the maturing process must be considered in order 

to build useful guidelines for improvement (KOHLEGGER; MAIER; THALMANN, 
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2009). Therefore, we wish to understand how actual agile teams mature in order to 

describe this mechanism and build the basis for improvement guidelines.  

Thus, to accomplish that, we defined two specific objectives: to define maturity 

in agile software development; and to identify the mechanisms that teams apply to 

mature in agile software development. Figure 2 shows our research questions, the 

general objective and the results we expect from the accomplishment of the specific 

objectives. 

 

Figure 2 - Research questions and objectives 

 

The findings of this study do not propose a CMMI-DEV-based model for guiding 

software process improvements with agile approaches. We show that agile maturity2 

means fostering subjective capabilities, such as collaboration, communication, 

commitment, care, sharing and self-organization. In the mechanism for maturing in 

agile, people play the central role. We show in our results that ambidexterity is as a 

key ability to maturity, and that specific practices should not be prescribed when 

guiding the maturing process. Rather, we present a framework that describes 

outcomes that agile teams pursue to improve their working processes. These 

outcomes are accomplished in practices learning, in team conduct, in deliveries pace, 

in features disclosure, in the care with the software product, in customer relationship 

and in organizational support. 

This thesis is organized as follows. Chapter 2 presents the state-of-the-art in 

agile maturity models; Chapter 3 reviews the theoretical foundation we applied to 

analyze our data; and Chapter 4 shows the research approach. The results are 

described in Chapter 5 and, finally, Chapters 6 and 7 present our discussions and 

conclusions. Figure 3 summarizes the content of each chapter. 

                                                 
2 Here and throughout this dissertation, we use the term “agile” to refer to “agile methods” or “agile 
approaches” for software development. Thus, “agile maturity” here means “maturity in agile software 
development”. 
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Figure 3 - Thesis summary 
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CHAPTER 2. AGILE MATURITY MODELS 

Chapter 1 contextualized the research gap, the motivation and the objectives 

for this study. Before presenting our theoretical foundation for the analysis of the 

results, this chapter provides an overview of currently published agile maturity models. 

Figure 4 contextualizes this chapter, as regards the previous and the next chapters. 

 

 

Figure 4 - Contextualization of Chapter 2  

 

A number of agile software development methods have been proposed in recent 

years. Some of these methods emphasize software project management (Scrum and 

Internet-speed Development (ISD)); others support practices for software development 

(Agile Modeling, Extreme Programming (XP) and Pragmatic Programming), and there 

are those which emphasize both software project management and software 

development (Adaptive Software Development, Crystal Family, Dynamic Systems 

Development Model (DSDM) and Feature-driven Development (FDD)) 

(ABRAHAMSSON et al., 2003).  
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All of them share the values and principles disclosed in the Agile Manifesto 

(BECK et al., 2001) and suggest practices that embed agility in software development 

processes. This agility might be identified by characteristics such as being 

collaborative, being cooperative, being incremental, adaptability, self-organization, 

being iterative, constant testing, emergency, feedback incorporation, leanness, 

modularity, people orientation, reflection and introspection, small teams, time-boxing, 

and transparency (ABRANTES; TRAVASSOS, 2013).  

The literature about maturity models and agile software development presents 

two main lines of research. The first one focuses on the combination of agile methods 

and CMMI-DEV. The second line presents models for maturing by sustaining agile 

values. 

Studies that describe the combination of agile methods with CMMI-DEV 

respond to the needs of organizations that seek disciplined processes and agility 

(LUKASIEWICZ; MILER, 2012). Silva et al. (2015) perform an extensive literature 

review on these combinations. In summary, based on our analysis, such studies 

present the following reasons for combining such initiatives: 

• agile processes are applicable to mature organizations (BUGLIONE, 

2011); 

• agile methods can be formalized by CMMI-DEV (BAKER, 2006); 

• agile thinking guarantees that processes are implemented efficiently 

while responding to changes, and CMMI-DEV guarantees that all 

relevant processes are considered with appropriate discipline 

(JAKOBSEN; JOHNSON, 2008); 

• CMMI-DEV should be used to help organizations institutionalize agile 

methods, and agile value is only obtained through discipline 

(SUTHERLAND; JAKOBSEN; JOHNSON, 2007); 

• CMMI-DEV offers agile methods a systematic and quantitative approach 

to conducting projects by using well-known processes (COHAN; 

GLAZER, 2009); 

These reasons highlight the benefits that companies may gain by combining 

agile and CMMI-DEV approaches. Nevertheless, considering the agile teams that wish 

to keep the characteristics of agile methods and mature in their practices, they cannot 

rely on CMMI-DEV and related approaches. Studies have already shown that agility 

cannot be sustained at the highest maturity levels, such as CMMI-DEV levels four and 
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five (PAULK, 2001; LUKASIEWICZ; MILER, 2012), because of the increasing 

definition of processes and control, which hinder agility. 

Maturity models should consider the nature of the element they describe 

(KOHLEGGER; MAIER; THALMANN, 2009) and, for this reason, the definition of 

maturity in agile software development should not be based on processes, but rather 

on people (FONTANA et al., 2014b). The second line of research is comprised, thus, 

of studies that propose agile maturity models.  

Agile maturity models have been proposed since the early years of agile 

methods. In 2001, Nawrocki et al. presented a four-level maturity model for Extreme 

Programming - XP (NAWROCKI; WALTER; WOJCIECHOWSKI, 2001). This model – 

as most models – is based on the CMMI-DEV structure. It is called XPMM (eXtreme 

Programming Maturity Model). The maturity levels are: “Not compliant at all”, “Initial”, 

“Advanced” and “Mature”. The evolution path starts with none of the Extreme 

Programming practices applied. It then evolves to customer relationship management 

and product quality assurance. Next, the team adopts pair programming and, at the 

highest maturity level, focus is placed on project performance.  

Lui and Chan proposed another guide to the adoption of Extreme Programming 

(LUI; CHAN, 2005). Their aim was to guide the adoption of this agile method by 

inexperienced Chinese teams. The purpose is a four-stage roadmap. At each stage, 

the team incrementally implements more Extreme Programming practices. At the first 

stage, the team should implement testing, simple design, refactoring and coding 

standard. At the next stage, focus should be placed on continuous integration. At the 

third stage, the suggested practices are pair programming and collective ownership 

and, at the fourth and last stage, the team should adopt metaphor, forty-hour week, 

small release, on-site customer and planning game. 

The proposal by Packlick (PACKLICK, 2007) is not focused specifically on 

Extreme Programming, as the previous models, but on agile methods in general. His 

proposal is called AGILE Roadmap and comprises five maturity levels: awareness, 

transformation, breakthrough, optimizing and mentoring. These levels are based on 

different stages of agile learning. The first level defines awareness of the goals; the 

second means that knowledge is put into practice; at the third level, agile practices are 

used to accomplish the goals and, at the fourth level, improvements are made 

continuously. The highest maturity in this model is the mentoring stage, in which 
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coaching is offered by high performance teams in order to share knowledge within the 

company. 

Sidky et al. (2007) proposed a framework for adoption of agile methods (SIDKY; 

ARTHUR; BOHNER, 2007). The Sidky Agile Measurement Index (SAMI) defines five 

levels for agile adoption: collaborative, evolutionary, effective, adaptive, and 

encompassing. For each level, the author has defined which agile practices should be 

adopted. At the Collaborative level, focus is on collaboration; the Evolutionary level 

defines practices for continuous delivery; at the Effective level, focus is on increasing 

efficiency; at the next level, Adaptive, practices focus on responding to changes and, 

at the last level, Encompassing, agility is embedded into the organizational culture. 

Also focusing on adoption of agile methods, the framework by Qumer and 

Henderson-Sellers (2008) defines the Agile Adoption and Improvement Model (AAIM) 

(QUMER; HENDERSON-SELLERS, 2008). This model defines six stages for the team 

to improve in agility. The team starts in the Agile Infancy, focusing on basic agile 

properties; then, it moves on to the Agile Initial stage, whose focus is to enable 

communication and collaboration. The next stage, Agile Realization, is represented by 

the use of executable artifacts and minimal documentation. The fourth stage, the Agile 

Value, focuses on valuing people although without ignoring tools and processes. The 

last two stages, Agile Smart and Agile Progress, focus on learning and on sustaining 

agility, respectively. 

The model presented by Patel and Ramachandran (2009) has a similar 

structure to that of CMMI-DEV. They defined five stages for growing in maturity: Initial, 

Explored, Defined, Improved and Sustained. The highest maturity team, at the 

Sustained level, continuously improves software development process, manages 

uncertainties, tunes project performance and prevents defects on the software 

(PATEL; RAMACHANDRAN, 2009). 

An empirical model, based on an experience in a single company, was 

introduced by Benefield (2010). He identified five levels that define to which extent a 

set of agile practices are adopted by the team: 1) Emergent Engineering Best 

Practices; 2) Continuous Practices at Component Level; 3) Cross Component 

Continuous Integration; 4) Cross Journey Continuous Integration; and 5) On Demand 

Just in Time Releases. At the highest level, teams are highly productive and new 

products are quickly delivered through a service-oriented architecture (BENEFIELD, 

2010). 
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The proposal by Yin et al. (2011) is the Scrum Maturity Model, whose objective 

is to aid the adoption of Scrum, with a focus on customer relationship. The model has 

five levels. The Initial level is characterized by the absence of goals for process 

improvement. At the second level, Managed, the Scrum practices are more structured 

and, at the third level, focus is placed on the relationship with customers. At the forth 

level, Quantitatively Managed, the team uses metrics and manages project 

performance. The highest maturity level – Optimizing – focuses on performance 

management (YIN; FIGUEIREDO; SILVA, 2011). 

A more recent approach for agility assessment has been proposed by Özcan-

Top and Demirörs (2014), the Software Agility Assessment Model – AgilityMOD. Their 

model comprises two dimensions: Agility dimension and Aspect dimension. They 

named as “aspects” a set of agile processes and practices integrated under abstract 

definitions. Thus, aspects are classified into the categories Exploration (capturing 

customer needs and requirements-related activities), Construction (architecture and 

coding-related activities), Transition (deployment-related activities), Management 

(planning and monitoring-related activities) and Culture (environmental conditions and 

people behavior). 

Each aspect attribute is related to agile principles and is defined as: Performing 

Aspect Practices, in the first level; Simple and Iterative, in the second level; Technically 

Excellent, in the third level; and Learning in the fourth level. The agility of one aspect 

is evaluated in a four-point scale: Not implemented, Ad-hoc, Lean and Effective, which 

are the agility levels, i.e. the Agility dimension.  

Özcan-Top and Demirörs (2014)’s model is in early stages of evaluation, as the 

authors presented a single assessment based on the AgilityMOD. Their conclusion 

was that some improvements are needed considering that there are redundancies, 

missing practices, and excess of practices (ÖZCAN-TOP; DEMIRÖRS, 2014). 

We analyzed each of these models according to the directions presented by 

Maier et al. (2012, p. 149) for planning and developing maturity models. The result of 

our analysis is shown in Table 1. The columns of the table present the following data: 

• Audience: definition of the expected users of the model; 

• Aim: the model may be applied to either one of two aims – analysis or 

benchmarking. The first aim helps determine the necessary 

improvements, while the second presents best practices for comparison 

by other organizations; 
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• Scope: defines if the model is generic or domain-specific; 

• Success criteria: Maier et al. (2012) suggest that models must have 

criteria to define if the application was successful. They suggest 

evaluating usability and usefulness; 

• Process areas: according to Maier et al. (2012), this is one of the most 

important aspects in maturity models because process areas must be 

“mutually exclusive and collectively exhaustive” (MAIER; MOUTRIE; 

CLARKSON, 2012, p. 150). Process areas uncover the conceptual 

foundation used in the development of the model; 

• Maturity levels: Maturity levels must be based on a rationale that, 

according to Maier et al. (2012), may be: existence and adherence to a 

structured process, modification of organizational structure, emphasis on 

people, or emphasis on learning; 

• Cell texts: The model must provide the characteristics at the intersection 

of process areas and maturity levels; 

• Administration mechanism: definition of the mechanisms used for 

applying the model, that is, to conduct the assessment. 

As one can realize, most of them are based on agile practices in general, and 

focus mostly on analytic (rather than benchmarking) implementation, and define four 

to six maturity levels mainly based on existence and adherence to a structured 

process, probably because of the influence of CMMI-DEV. 

To provide a view of the concept of highest maturity underlying the models, we 

also performed an analysis of the highest maturity level for each model. Authors 

present quite different views on maturity. Although details are very distinct, the agile 

highest maturity has been defined under three main concepts: project performance, 

sustaining agility and highly productive teams. The first concept was proposed by 

Nawrocki et al. (2001), Patel and Ramachandran (2009) and Yin et al. (2011). The 

second is supported by Sidky et al. (2007) and Qumer and Henderson-Sellers (2008). 

Finally, the third was introduced by Packlick (2007) and Benefield (2010). These two 

are the only benchmark models that present good experiences at a single organization. 

The model proposed by Özcan-Top and Demirörs (2014) defines high-maturity as both 

high-performance teams and sustaining agility. The model by Lui and Chan (2005) did 

not fit into these concepts because the highest level only presents new XP practices 

to be adopted. Our analysis is shown in Table 2 . 
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The nine agile maturity models present different foundations, different aims and 

different structures. Even the concept of high-maturity behavior differs among them. It 

confirms conclusions presented in three published assessments of agile maturity 

models (SCHWEIGERT et al., 2012; LEPPÄNEN, 2013 and ÖZCAN-TOP; 

DEMIRÖRS, 2013). 

In addition to that, we observed that the validation of the models is still at early 

stages and, for this reason, the quality of the current agile maturity models is still not 

completely ensured, as also observed by Leppänen (2013) and Özcan-top and 

Demirörs (2013). There is therefore still plenty of research to be conducted in the field. 

Leppänen (2013) noted that there is a clear need for more empirical studies and added 

some requirements for agile maturity models: they must be established over a strong 

conceptual basis, must be derived from successful agile development, and must 

present a well-defined structure. 

Despite the fact that the agile community demonstrates interest in agile maturity 

models, some studies have shown that agilists do not feel comfortable about following 

models. Sidky et al. (2007), for example, realized that practitioners did not agree with 

the distribution of agile practices into levels in the adoption model they proposed. 

Similarly, Schweigert (2012), surveyed practitioners and found out that they do not 

believe in prescriptive models (they would prefer descriptive ones). Likewise, Kettunen 

(2012), when evaluating a matrix for measuring agility, found out that some 

respondents doubted the usefulness of assessing their agility in software development. 

Our survey with agile practitioners came to a similar conclusion (FONTANA; 

REINEHR; MALUCELLI, 2014). Figure 5 summarizes the limitations in current agile 

maturity models. 
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Table 1 - Analysis of the structure of agile maturity models 

 Audience Aim Scope Success criteria Process areas Maturity levels Cell texts Administration 
mechanism 

NAWROCKI; 
WALTER; 
WOJCIECHOWSKI, 
2001 

Organizations 
implementing XP 

Analytic Only for XP No evidence Yes, based on 
intersections 
between XP and 
CMM 

4 levels, based on 
existence an adherence 
to a structured process 

Yes, defined 
through practices 

Partial. Concludes 
that the assessment 
is subjective 

LUI; CHAN, 2005 Inexperienced XP 
teams 

Analytic Only for XP No evidence Yes, based on  
visual data mining 
of XP practices 

4 levels, based on 
learning 

No evidence No evidence 

PACKLICK, 2007 Agile teams at 
Sarbre Airline 
Solutions 

Benchmarking Agile in 
general 

Yes. Defined 
acceptance criteria 
for goals areas 

Yes, based on goals 5 levels, based on 
people 

Yes, defined 
through user 
stories 

Yes, presents how 
they implemented 
it in the company 

SIDKY; ARTHUR; 
BOHNER, 2007 

Agile teams Analytic Agile in 
general 

Yes. Defined 
project and 
organizational 
assessment 

Yes, based on Agile 
Principles 

5 levels, based on 
existence and 
adherence to a 
structured process 

Yes, defined 
through practices 

Yes, defines a four-
stage process for 
agile adoption 

QUMER; 
HENDERSON-
SELLERS, 2008 

Agile teams Analytic Agile in 
general 

No evidence No evidence 6 levels, based on 
existence and 
adherence to a 
structured process 

No evidence Partial. Describes 
two 
implementation 
cases 

PATEL; 
RAMACHANDRAN, 
2009 

Agile teams Analytic Agile in 
general 

Yes. Defined the 
assessment process 

Yes, based on Agile 
Practices 

5 levels, based on 
existence and 
adherence to a 
structured process 

No evidence Yes, exemplifies 
how to perform the 
assessment 

BENEFIELD, 2010 XP teams at British 
Telecom 

Benchmarking Only for XP Yes. Defined the 
assessment 
method 

No, but defines 7 
dimensions for 
assessment 

5 levels, based on 
existence and 
adherence to a 
structured process 

No evidence Yes, exemplifies 
how to perform the 
assessment 

YIN; FIGUEIREDO; 
SILVA, 2011 

Scrum teams Analytic Only for 
Scrum 

Yes. Defined 
metrics to evaluate 
implementation 

Yes, named as 
“Goals” 

5 levels, based on 
existence and 
adherence to a 
structured process 

Defines practices 
for each goal, but 
they were not 
presented in the 
paper 

Partial. Briefly 
describes six 
appraisals 

ÖZCAN-TOP; 
DEMIRÖRS, 2014 

Organizations 
implementing agile 

Analytic Agile in 
general 

Yes. Partially 
present the 
assessment 
method 

Yes, named as 
generic and aspect 
practices 

4 levels, based on 
existence and 
adherence to a process 
(practices) 

No evidence Yes, exemplifies 
how to perform the 
assessment 
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Table 2 - The highest maturity levels in agile maturity models 

Author Highest Maturity is at Main concept 

NAWROCKI; WALTER; 
WOJCIECHOWSKI, 2001 

Level 4 – Mature. Focus at this level is placed on customer 
and developer satisfaction. The results of the team are also 
considered. The only Process Area is Project Performance. 

Project performance 

LUI; CHAN, 2005 Stage 4. The team is focused on implementation of specific 
XP practices: metaphor, 40-hour week, small release, on-site 
customer and planning game. 

- 

PACKLICK, 2007 Level 5 – Mentoring. Stimulation of learning across the 
organization because high performance teams coach other 
teams according to specific goals. 

Highly productive teams 

SIDKY; ARTHUR; BOHNER, 
2007 

Level 5 – Encompassing. Focus is on sustaining agility. Agile 
practices at this level comprise low processes, agile project 
estimation, agile physical setup, TDD, experienced teams 
and frequent face-to-face communication. 

Sustaining agility 

QUMER; HENDERSON-
SELLERS, 2008 

Level 6 – Lean Production, Keep Agile. At this level, the work 
is focused on quality production, minimal possible resources 
and keeping agility. 

Sustaining agility 

PATEL; RAMACHANDRAN, 
2009 

Level 5 – Mature. There is continuous improvement based 
on quantitative data. The goals at this level are context 
improvement, uncertainty management, tuning project 
performance and defect prevention. 

Project performance 

BENEFIELD, 2010 Level 5 – On Demand Just in Time Release. High-level 
engineering practices are spread across the teams, which are 
highly productive and able to quickly assemble new 
products. 

Highly productive teams 

YIN; FIGUEIREDO; SILVA, 
2011 

Level 5 – Optimizing. The teams at these levels have 
experienced practitioners focused om continuous 
improvement. The only goal at this level is Performance 
Management. 

Project performance 

ÖZCAN-TOP; DEMIRÖRS, 
2014 

Level 4 – Effective. Agile engineering methods and tools are 
used to improve productivity (technical excellence) and 
there is a purpose for organizational learning and 
improvement (learning). 

Highly productive teams 
and sustaining agility 

 

 

Figure 5 - Limitations of current agile maturity models 

 

Despite the importance of people and their interaction in agile software 

development, only Packlick (2007)’s model places emphasis on people, i.e. the team. 

His model explains the maturing process based on team learning, contrasting with one 

of the main guidelines for team maturity in software engineering – the Team Software 

Process (TSP), created by CMMI’s author, Watts Humphrey (HUMPHREY et al., 
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2010). The philosophy in this model is similar to that of CMMI-DEV, which considers 

definition and standardization of processes as essential for maturing. According to the 

TSP guide, a team starts in a forming stage, where the team comes together as a 

working group and team members are highly dependent on their leader. This team 

then moves on to a storming stage where members start to vie for position among 

themselves and conflicts may occur. As the team evolves, it goes to a norming stage, 

in which team members reach consensus and trust grows. The last stage is the 

performing stage: the team works as a unit and energy is channeled into performing 

tasks (HUMPHREY et al., 2010).  

This evolvement path is based on Tuckman's model for team development 

(TUCKMAN, 1965). This model assumes a linear path for evolvement and has 

currently been considered as unsuitable for self-managing teams (KUIPERS; 

STOKER, 2009), as agile teams are supposed to be. Instead, self-managed work 

teams have shown evidence of non-linear evolvement through three team processes 

that occur simultaneously. The first is “task management”, in which team members 

develop capabilities to manage responsibilities and control. The second is “internal 

relations”, in which the team deals with internal cooperative issues. Finally, the third is 

“external relations and improvement”, in which the team deals with its relationship with 

other teams, customers and suppliers. These teams evolve to greater self-

management and, thereby, increased performance and enhanced quality of working 

life (KUIPERS; STOKER, 2009). 

This particular feature of agile teams – allowing emergence and non-linearity on 

the expense of processes definition and control – bring to light the relation agile teams 

have with complex adaptive systems theory (HODA; NOBLE; MARSHALL, 2012; 

VIDGEN; WANG, 2009). This relation provides the basis for our theoretical foundation 

and the conceptual framework we used to analyze our data, presented in next chapter. 
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CHAPTER 3. THEORETICAL FOUNDATION  

We observed, in the previous chapter, that agile methods lack a consolidated 

maturity model, and even a consolidated definition for maturity. For this reason, this 

chapter reviews the Complex Adaptive Systems theory in order to build the foundation 

required for understanding maturity in agile software development. Figure 6 shows our 

main conclusions in this chapter and the conclusions from the previous and the next 

chapters. 

 

Figure 6 - Contextualization of Chapter 3  

 

Agile software development teams are complex adaptive systems, as a number 

of researchers have already reported (AUGUSTINE et al., 2005; WHITWORTH; 

BIDDLE, 2007; VIDGEN; WANG, 2009; HODA; NOBLE; MARSHALL, 2012; POWER, 

2014). Among other theories that could be used to explain agile teams dynamics – for 

instance knowledge management, personality, organizational learning, social 

facilitation and others (DINGSØYR et al., 2012) – we acknowledge that a complexity 

theoretical approach is in accordance with an emergent approach in social sciences: 

considering social systems as complex adaptive systems.  
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In organizational studies, it implies that companies show emergent behaviors 

that are neither static nor random – but “difficult to describe” (MAGUIRE; ALLEN; 

MCKELVEY, 2011). Although some researchers see complexity more as a metaphor 

or an analogy to human systems (MITLETON-KELLY, 2003), complexity theories are 

now becoming a major revolution in thinking.  This theory prompts us to rethink the 

character of human intervention in the social and natural world (TSOUKAS, 2005). 

This chapter describes the complex adaptive systems theory and the 

implications that this theory brings when it comes to understanding organizations. We 

also show how management strategies are changing in order to deal with complexity; 

after that, we discuss organizational ambidexterity. The chapter ends with our 

conceptual framework, shown in Figure 7, which consolidates the topics from theory 

that will be used in this dissertation. 

3.1 Complex adaptive systems 

 

“Complex adaptive systems consist of a number of 

components, or agents, that interact with each other according 

to a set of rules that require them to examine and respond to 

each other’s behavior in order to improve their behavior and 

thus the behavior of the system they comprise.” (STACEY, 

1996, p.10). 

 

“When a system contains agents or populations that 

seek to adapt, we will use the term Complex Adaptive 

System.” (AXELROD; COHEN, 2000, p. 7) 

 

These two concepts of complex adaptive systems reveal that we are essentially 

referring to agents that interact to adapt. Properties and dynamics of such systems 

have been observed in a number of social groups – in nature and society – and the 

effects interventions generates in these systems have specific dynamics that might 

enrich our understanding about organizations. Before showing how it has been applied 

to organizations, we will present the underlying concepts of deterministic and adaptive 

feedback networks (STACEY, 1996). Studies of these kinds of feedback networks 
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provide useful reflections on how chemical and biological systems create complex 

behavior.  

Deterministic feedback networks are a group of agents whose behaviors are 

determined by a common schema. A system with a pendulum or the weather are 

examples cited by Stacey (1996). Key concepts that describe these systems are rooted 

on the mathematical chaos theory and on the chemical dissipative structures theory.  

The chaos theory states that systems, in their trajectories, are attracted to a 

point, which is called attractor. “An attractor is a pattern of behavior into which a system 

ultimately settles in the absence of outside disturbances” (STACEY, 1996, p. 54). 

Attractors might show different types of behavior: being in stable equilibrium, being 

unstable or being a strange attractor. Stable and unstable attractors present behaviors 

that never change. Our interest lies in the strange attractor, which shows stability of 

limits and shape, but it is impossible to predict the archetypes of such systems. They 

are unstable and stable at the same time, and this is the only state where the system 

is capable of novelty (STACEY, 1996). 

The dissipative structures theory complements this view by explaining how 

systems use disorder to generate new order. This behavior was observed in chemical 

systems that are changeable only when they are pushed far from equilibrium.  

Researchers in this field observed that, in a dissipative system, self-organization 

happens after the system suffers a disorder by dissipating energy and information from 

the environment. At the same time, the system has a structure that allows agents to 

self-organize. This is a bottom-up process of change in which the pattern produced by 

self-organization cannot be reduced by the agent’s behavior (STACEY, 1996). The 

issue with such deterministic networks is that, although complex dynamics appear, 

individual agents – e.g. the pendulum, the wind in the weather or the chemical 

components – do not learn. 

Another type of network, which shows similar dynamics, is the adaptive 

feedback network. According to Stacey (1996), in this kind of network, the behavior of 

the agents is determined by a common schema consisting of a few rules. In contrast 

to deterministic networks, the purpose of these systems is to perform a particular task 

and they learn it in a simple single-loop manner. It means that they simply adjust their 

behavior according to changes in the environment. Because agents seek to adapt, as 

shown in the concepts we presented in the beginning of the chapter, we characterize 
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this network as a complex adaptive system. Examples of such systems are a flock of 

birds and groups of ants.  

Despite the difference in the behavior of individual agents, complex adaptive 

systems have quite the same properties as deterministic feedback networks: 

attractors, in which long-term evolution is not predictable, but short-term is; and space 

for novelty in the paradoxical state of stability and instability. Such dynamics have been 

simulated by computer programs, such as cellular automata and genetic algorithms 

(STACEY, 1996). 

Knowledge about deterministic and adaptive feedback networks properties, as 

we briefly presented here, is relevant because human systems show similar structure 

and dynamics to those of other complex adaptive systems. However, Stacey (1996) 

emphasizes the difference: in human systems, agents’ responses are driven by 

paradoxical emotions and feelings; agents share a common purpose, but also develop 

their own individual purposes; some agents are more powerful and use persuasion for 

others to follow them; and agents can adopt the role of observer and think 

systematically. For example, humans can deliberately create situations to push the 

systems to a state far from equilibrium and, in addition to that, provide support for a 

new order to be established (MITLETON-KELLY, 2003).  

Mitleton-Kelly (2003) explains that complex behavior in human systems 

emerges, then, from the relationship, interactions and interconnectivity of the elements. 

Complex adaptive systems dynamics are still observed and, in addition to that, a 

decision or action of an element (or group of elements) in the system may affect other 

related elements and systems. The impact will not be the same for all of them and will 

depend on the history and on the structure of the system. Regardless of being aware 

or not, we all intervene in complex adaptive systems (AXELROD; COHEN, 2000). 

3.2 Organizations as complex adaptive systems 

 According to Tsoukas (2005), many mainstream theories that explain 

organizational behavior follow a “Newtonian Style” of thinking. These theories see 

world as an idealized construction, an abstract model; for example, when considering 

that decision-making is a rational exercise that translates managerial talk into decisions 

and actions. When abstractions are put aside and complexity is brought into light, we 

see that executives, when making these decisions, are subject to a limited knowledge 

of the system they are part of – which is unavoidable (CILLIERS, 2002) – and decisions 
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are made based on the purposes of the actors involved and on the relations they are 

embedded in (TSOUKAS, 2005, p. 215; MARCH, 1988).  

Organizations, as human systems, show two types of interactions between 

agents. These interactions may be explicitly stated – the legitimate network – or 

created spontaneously – the shadow network. The former consists of the links between 

agents that are formally and intentionally established by management or by principles 

that are widely accepted, e.g., a shared culture. The latter consists of informal social 

and political links where local rules are developed. Here, there are not just flows of 

information, energy and action, but also flows of emotion, friendship, trust and other 

qualities (STACEY, 1996). 

These informal interconnections in the shadow network imply that an agent’s 

decision or action may affect related agents in ways that cannot be predicted 

(MITLETON-KELLY, 2003). People in organizations “hardly ever accomplish their joint 

action on an ordinary day-to-day basis in a way that is entirely determined by the 

designed system they operate within” (STACEY; GRIFFIN; SHAW, 2000, p. 186). The 

networks that define an organization are not those “charts […] printed down on an 

organization meeting room”, but the ones that emerge from informal interactions 

(HIDALGO, 2011, p. 557).  

In this context, the concept of self-organization, which was first observed in 

deterministic feedback networks, becomes a valuable property of complex adaptive 

systems and is explicitly recognized in agile teams, as expressed in the Agile Manifesto 

(BECK et al., 2001). Self-organization happens when systems decide how to 

accomplish a given task. It allows the emergence of new ideas, relationships and 

organizational shapes, as well as organizational learning (MITLETON-KELLY, 2003). 

The actual practices the system adopts to accomplish the tasks emerge naturally from 

praxis (CAMPBELL-HUNT, 2007), as long as this emergence is allowed by the 

structure in the system.  

Over time, complex systems evolve by combining stability and flexibility through 

processes of continuous experimentation (DEROSA; MCCAUGHIN, 2007). There is 

no such a linear path for growth in these systems: they evolve their structure and 

dynamics in a discontinuous manner (EIJNATTEN, 2003), like the strange attractors 

concept presented earlier. 

Summing up, this rationale shows that organizations do have shadow networks, 

self-organization is a means for creating innovation, and evolution is supported by 
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stability and flexibility simultaneously. By acknowledging that, we understand that 

managers’ perceptions are, in fact, highly inaccurate, and this suggests they need to 

apply tools that do not take the existence of accuracy for granted when guiding 

organizations towards achieving their goals (WEICK; SUTCLIFFE; OBSTFELD, 2005). 

3.3 Management in complex organizations 

When Campbell-Hunt (2007) states that order is emergent in a complex system, 

management must be aware that the consequences of managerial action may be 

difficult – or even impossible – to predict (AXELROD; COHEN, 2000). Axelrod and 

Cohen (2000), in response to the inapplicability of controlling the system, suggest that 

we should “harness complexity”. It means “living with it, and even taking advantage of 

it, rather than trying to ignore or even eliminate it” (AXELROD; COHEN, 2000, p. 9).  

Snowden and Boone (2007) agree by stating that “wise executives tailor their 

approach to fit the complexity of the circumstances they face” (SNOWDEN; BOONE, 

2007, p. 1). The authors introduced the Cynefin framework to characterize managerial 

actions required for different contexts. Simple and complicated contexts have 

perceptible cause-and-effect relations. Thus, right answers can be based on facts. On 

the other hand, complex and chaotic contexts are unordered and the cause-and-effect 

relationship is not apparent. Thus, action should be based on emerging patterns. 

Most situations and decisions in organizations are complex and events can be 

understood only in retrospect. This is the reason why Snowden and Boone (2007) 

suggest managers should probe, sense and, then, respond – and do not fall into the 

temptation of resorting to the traditional management style of command and control 

(MAGUIRE; ALLEN; MCKELVEY, 2011). For this reason, these authors suggest the 

following managerial tools: opening up the discussion, setting the barriers with simple 

rules, stimulating attractors, encouraging dissent and diversity; and managing start 

conditions and monitoring for emergence. 

Likewise, McDaniel Jr. (2007) states that traditional command, control and 

planning are not effective in complex settings: “Commands are subject to nonlinear 

interdependencies among agents. Control is sensitive to initial conditions and self-

organization of work. Planning changes the world and by that very fact, can cause co-

evolution and cannot be predicted”. (MCDANIEL JR., 2007, p. 27). His suggestion is 

that managerial tasks should, thus, be focused on sensemaking (WEICK; SUTCLIFFE; 

OBSTFELD, 2005), learning and improvisation. 
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A similar point of view is presented by Eisenhardt and Martin (2000). They 

identified that management strategies vary with market dynamism. There are 

organizations – those in moderately dynamic markets – that can rely on dynamic 

capabilities3 based on codified and detailed routines. Tacit knowledge may be 

documented and detailed tasks can be assigned to people. On the other hand, there 

are organizations that must survive in high-velocity markets – such as software 

development companies. Their dynamic capabilities cannot rely on existing 

knowledge, as it changes continuously. Knowledge must be specifically created for 

each situation (EISENHARDT; MARTIN, 2000). As we presented earlier, in complex 

systems, this ability for creativity and innovation happens in a state which is called the 

edge-of-chaos: “a paradoxical space of simultaneous stability and instability” 

(STACEY, 1996, p. 97). 

To accomplish such simultaneous stability and instability, an organization 

cannot be completely unstructured. Management has to face the challenge of creating 

“semi-structures” that provide enough structure to help people make sense of the 

situation, and make them confident to act in highly uncertain situations (EISENHARDT; 

MARTIN, 2000). 

However, this managerial action is not trivial. A great deal of research has been 

performed to describe and understand how managers can create space for innovation 

by combining stability and instability in the organizational environment, as shown in the 

next subsection. 

3.4 Organizational ambidexterity 

More than two decades ago, March (1991) identified that organizations, as 

adaptive systems, need to combine stability and instability to survive and prosper. He 

showed that the development and use of organizational knowledge must be balanced 

between exploitation and exploration. Exploitation includes activities such as 

“refinement, choice, production, efficiency, selection, implementation, execution” 

(MARCH, 1991, p. 71); and on the other hand, exploration is characterized by “search, 

variation, risk taking, experimentation, play, flexibility, discovery, innovation” (MARCH, 

1991, p. 71). 

                                                 
3 Dynamic capabilities are the strategies that management applies to reassemble resources: physical, 
human and organizational assets (EISENHARDT; MARTIN, 2000) 
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The ability to simultaneously pursue exploitation and exploration has currently 

been named “organizational ambidexterity” (TURNER; SWART; MAYLOR, 2013). 

Ambidextrous organizations are recognized to be successful because they are aligned 

and efficient in their management of current demands while simultaneously adaptive 

to changes in the environment (RAISH; BIRKINSHAW, 2008). This ability provides the 

organization with the capability to prosper for long periods (TUSHMAN; O’REILLY III, 

1996). Organizational ambidexterity is currently taking shape as a research paradigm 

in organizational theory (RAISH; BIRKINSHAW, 2008) and has already been 

recognized as an adequate approach to the uncertainty of the software product market 

(HARRIS; COLLINS; HEVNER, 2009). 

Gibson and Birkinshaw (2004) state that one of the ways to achieve 

ambidextrous behavior is to implement “structural ambidexterity”, in which the 

organization is structured to have units dedicated to exploitation and separate units 

dedicated to exploration. Another means is to achieve “contextual ambidexterity”, 

which is the “behavioral capacity to simultaneously demonstrate alignment and 

adaptability across an entire business unit” (GIBSON; BIRKINSHAW, 2004, p. 209).  

In their point of view, alignment creates coherence among all the patterns of activities 

in the business unit. It means that goals are clear to everyone. Adaptability is the 

capacity to reconfigure activities in the business. Management systems are, therefore, 

flexible enough to change work processes in order to meet changing demands 

(GIBSON; BIRKINSHAW, 2004). 

There is a challenge, though, of describing exactly how managers implement 

ambidexterity. Recent research has shown that organizations have idiosyncratic 

implementation strategies to be ambidextrous (GIBSON; BIRKINSHAW, 2004; 

GÜTTEL; KONLECHNER, 2009). Gibson and Birkinshaw (2004), as we have shown, 

have identified contextually ambidextrous behavior by analyzing the ability of a 

business unit to be aligned and adaptable at the same time. Tiwana (2008), differently, 

has identified ambidexterity in information flow among individuals, which can be “strong 

ties” or “bridging ties”. Bridging ties lead to diversity of accessible knowledge, while 

strong ties lead to knowledge integration (TIWANA, 2008).  

Tiwana has also characterized ambidexterity as a combination of formal and 

informal controls (TIWANA, 2010). Formal control mechanisms can be accomplished 

through outcome control, in which there is a specification of the desired result; or 

through behavioral control, in which there is a specification of the processes or the 
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steps that should be followed to achieve the expected result. On the other hand, 

informal controls, named as clan controls, rely on common values, beliefs and shared 

goals (OUCHI, 1979; TIWANA, 2010). Other complementary views of ambidexterity 

can also be seen in other studies (see GÜTTEL; KONLECHNER, 2009, DECLERCQ; 

THONGPAPANL; DIMOV, 2013, BONESSO; GERLI; SCAPOLAN, 2014 and 

TURNER; MAYLOR; SWART, 2015). 

The diversity of ways in which research has been describing the need to 

combine stability and instability – or alignment and adaptability, or bridging ties and 

strong ties, or formal controls and clan controls – shows that complex adaptive systems 

dynamics has been noticed in organizations. There is a need to prevent the system 

from falling into chaos by using alignment and stability, in other words, by setting clear 

goals; while also having the courage to allow disorder to generate the emergent 

novelty, i. e., with adaptability and instability.  

In addition, new management tools – as probe/sense/response or 

sensemaking/learning/improvisation – put into practice strategies that deal with the 

impossibility of planning work routines in the long term. There is a need to create 

knowledge for specific situations instead of codifying knowledge that will soon become 

obsolete. 

Agile teams are inside an organizational context where self-organization is 

valued and change is welcome, as stated by the Agile Manifesto (ref BECK et al). 

Describing the dynamics these teams present when evolving to maturity might benefit 

from concepts and theories observed in this chapter, and this is the reason we propose 

our conceptual framework. 

3.5 Conceptual framework 

Our conceptual framework for analysis of agile software development maturity 

is based, hence, on the rationale presented in this chapter. Agile software development 

teams are complex adaptive systems. They are driven by a self-organized behavior, 

which challenges management into using strategies that fosters experimenting and 

learning. The evolution – and the maturing – of this system is a discontinuous process 

of combining exploitation and exploration. If this combination is successful, it will lead 

to higher performance through ambidextrous abilities. The following four statements 

summarize our conceptual framework for data analysis, as shown in Figure 7. 
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1. An agile software development team is a complex adaptive system that 

evolves in a discontinuous manner, i.e., there is no such a linear path to 

evolve; 

2. Work processes are improved through experimentation, which is a way 

to probe new solutions; 

3. High performance is achieved through ambidexterity; and, 

4. To accomplish that, dynamic capabilities must be developed without 

codified routines; thus, the focus is on the outcomes pursued by teams. 

 

 

Figure 7 - Conceptual framework 
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CHAPTER 4. RESEARCH APPROACH 

The previous chapter presented the theoretical rationale we used to analyze our 

empirical data. Before describing our findings in CHAPTER 5, this chapter presents 

how we organized our research in stages and describes the methods we applied, as 

shown in Figure 8. 

 

 

Figure 8 - Contextualization of Chapter 4  

 

This study was guided by the objective to characterize maturity in agile software 

development. To accomplish that, two research questions were used to drive the 

research work: “what is maturity in agile software development?” and “how do agile 

teams get mature?” (Figure 2). 

According to Yin (2005), our first question is better answered by methods such 

as survey and file analysis. The second question is better answered by methods such 

as experiments, historical research or case studies. We chose the survey method to 

answer the “what” question, and the case study method to answer the “how” question. 
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Hence, our overall research strategy was a mixed methods research approach 

(BRYMAN, 2012) because our two research questions have a different nature. The 

data collected and the methods of analysis were both quantitative and qualitative. 

In the field of information systems research our dissertation can be considered 

as applying the behavioral-science paradigm, as it “seeks to develop […] theories that 

explain […] organizational and human phenomena surrounding the analysis, design, 

implementation, management, and use of information systems” (HEVNER et al., 2004, 

p. 76). We have identified, however, that we have crossed the domain of the design-

science paradigm, as the final product of the dissertation is an artifact that might be 

applied to aid the endeavors surrounding information systems development (HEVNER 

et al., 2004). 

Figure 9 shows our overall research approach. The research was divided into 

three stages, guided by the research questions, as explained in the next subsections. 

4.1 Stage 1 – What is maturity in agile software development? 

This was the first stage of the research, in which we were searching for a 

definition for agile software development maturity, given the variety of concepts we 

found in the literature (as seen in CHAPTER 2). Results of this stage are published in 

Fontana et al. (2014b) and presented in CHAPTER 5. 

Since it was characterized as an exploratory pursuit of a concept, we used the 

survey as a research method, according to the guidelines provided by Forza (2002) 

and Kitchenham et al. (2002). The survey was conducted with agile practitioners, 

through a questionnaire. This questionnaire had two sections: the first listed eighty-five 

software development practices (based on a literature review on agile practices) to be 

evaluated by respondents; and the second section had a single open-ended question 

(APPENDIX A shows the statements evaluated by practitioners and reference 

authors).  
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Figure 9 - Research approach 
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In the first section of the questionnaire, the respondents had to evaluate the 

perceived maturity of each practice. Then, on a five-point Likert scale, they classified 

each practice as 1 (“No maturity”), 2 (“Somewhat Mature”), 3 (“Mature”), 4 (“Very 

Mature”), or 5 (“Very High Maturity”). In the second part of the questionnaire, they 

answered an open-ended question: “Based on your experience, what is agile software 

development maturity?”. We conducted a pilot test of the questionnaire with a group of 

fifteen members of a software engineering research group. They tested both the 

printed and the on-line formats. Their suggestions helped to improve the layout and 

the understanding of the practices. 

The questionnaires were made available online, using the Qualtrics tool and the 

snowball technique; the paper format was applied in graduate programs in the 

Software Engineering field. All respondents were required to have previous experience 

in agile software development. 

As we had two types of data: quantitative – in the classification of the practices; 

and qualitative – in the definition each respondent gave to the open-ended question, 

we conducted two distinct data analysis: 

• The quantitative data analysis referred to the need of clustering the 

practices in the questionnaire, considering the maturity classifications 

they received. To accomplish that, statistical cluster analysis was 

applied. This technique groups data according to the similarities among 

them (HAIR et al., 2006; JOHNSON; WICHERN, 2007). In our analysis, 

Ward’s clustering method was used and the clustering variable, used to 

evaluate similarity, was the classification of maturity given by 

respondents. Similarity was measured using squared Euclidian distance. 

We achieved a twenty-cluster solution, which was validated using the 

Davies-Bouding index (DAVIES; BOULDIN, 1979) and a sanity check 

that verified Cronbach’s Alpha within clusters (BLAND; ALTMAN, 1997). 

After the clusters had been defined, we calculated how they were related 

to maturity. For each practice, we calculated the percentage of responses 

corresponding to classifications 1 or 2, 3, and 4 or 5. Based on the 

percentages of the practices, we calculated the mean percentages of the 

cluster; 
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• The qualitative data analysis was focused on the need to verify the 

concepts that respondents used to define maturity in agile software 

development. To accomplish that, we applied the content analysis 

technique (BARDIN, 2011). We codified the answers and identified the 

frequency of occurrence of each code using the software NVivo. A 

number of categories emerged from this analysis. Then, we also 

calculated the frequency of occurrence of each category. In the last step 

of the content analysis, we identified how the main codes related to each 

other. 

Thus, by using the clusters that were classified with the highest maturity levels 

and the concepts that practitioners most often cited in their responses, we proposed a 

definition for maturity in agile software development (see Stage 1 in Figure 9). 

4.2 Stage 2 – How do agile teams get mature? 

Stage 2 was focused on answering our second research question, which 

inquires how agile teams get mature. This stage comprised four phases: Phase 2.1, in 

which we had a preliminary insight about the roadmap to agile maturity; Phase 2.2, in 

which we performed the first round of case studies; Phase 2.3, when we pre-evaluated 

our findings with agile practitioners; and Phase 2.4, in which the second round of case 

studies was performed (see Figure 9). 

4.2.1 Phase 2.1 

The objective of this phase was to gain insight about how agile software 

development practitioners see the roadmap to maturity. We conducted a survey at an 

agile event – the Agile Trends 2013 – in São Paulo, Brazil. The data were collected 

using printed questionnaires (APPENDIX B). This questionnaire collected the following 

information: 

• personal information; 

• practitioners’ opinion about the usefulness of a maturity model for agile 

software development; and, 

• a list of practices, to which the respondents assigned a sequence. This 

sequence meant the suggested roadmap that teams should follow to 

mature in agile software development. 
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To build the list of practices, we reviewed the literature on how agile practices 

have been evaluated and measured (LAYMAN; WILLIAMS; CUNNINGHAM, 2004; 

WILLIAMS et al., 2004; WILLIAMS; RUBIN; COHN, 2010; ABBAS; GRAVEL; WILLS, 

2010; BUGLIONE, 2011; SOUNDARAJAN; ARTHUR; BALCI, 2012; KETTUNEN, 

2012). We consolidated these practices using a mind mapping tool and grouped them 

according to the Software Engineering Body of Knowledge (SWEBOK) areas 

(BOURQUE; FAIRLEY, 2014). The different practices used by authors in the literature 

were, then, translated to empirical domain and grouped in issues where an agile team 

could emphasize work to develop maturity. The resulting group was a list of 13 

practices (see question 2 in APPENDIX B). Respondents had, hence, to number the 

practices in the ideal sequence of adoption, based on their experience. They could 

leave practices in blank (meaning they are not relevant) or add other practices. 

Three hypothesis tests – using the Chi-Square test – were applied to verify the 

following null hypothesis: 

• Hypothesis 1 – The practice is as likely to be considered relevant (to be 

numbered) as not relevant (to be left blank); 

• Hypothesis 2 – All numberings have the same probability to be chosen 

by respondents (there is no preference for a particular classification); 

o For this hypothesis test, when we identified there was a numbering 

trend, we grouped the numbering gave by respondents as 

“essential” (when numbered as 1, 2, or 3); “intermediate” (when 

numbered as 4, 5, 6, 7, 8, or 9); and “desirable” (when numbered 

as 10, 11, 12 or 13). For each classification (essential, 

intermediate or desirable), the average percentage of responses 

given to inner practices was calculated; 

• Hypothesis 3 – There is the same distribution of numberings for 

experienced practitioners and for non-experienced practitioners. 

With these tests, we could: i) verify whether the practices were relevant to 

maturity in agile software development; ii) identify a trend in the numbering of the 

practices and place them in an essential, intermediate or desirable level of agile 

maturity; and iii) verify whether the opinions of inexperienced practitioners are different 

from those of experienced practitioners. In addition to that, we performed an analysis 

on the usefulness of an agile software development maturity model with an open-

ended question answered by practitioners. 
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The result of this study was practitioners’ perception of the sequence of adoption 

of practices as well as some insight about the practical relevance of the theme of this 

dissertation. The results were published in Fontana et al. (2014). 

4.2.2 Phase 2.2 

Based on the preliminary insights of Phase 2.1 and on the Conceptual 

Framework, we conducted four case studies in this phase. The objective was to answer 

the research question on how agile teams get mature, but based on the observation of 

real cases this time, rather than on practitioners’ opinions. The findings of this phase 

were published in Fontana et al. (2015). 

We chose the case study method because it is the appropriate approach to 

answer “how” questions (YIN, 2005) and to understand the dynamics present within 

single settings (EISENHARDT, 1989). As we were seeking to replicate patterns across 

different settings, we chose to study multiple cases. 

The unit of analysis was the agile software development team. We chose 

companies or teams with different profiles because we wished to find patterns of agile 

maturing across different contexts. The definition of these contexts is based on the 

classification of software services in the Brazilian industry (SOFTEX, 2012). From all 

the possible activities, the ones that regard software development are 1) development 

of software on demand; 2) development of customizable software; 3) development of 

non-customizable software; and 4) web portals and internet information services. In 

this first round of studies, we investigated the first three contexts. The company that 

develops web portals was included in the second round, described in Section 4.2.4. 

Hence, the teams could have any size, to apply any agile method, with any 

length of experience in agile adoption. Our decision on not to choose an specific agile 

method is based on evidence that agile methods are currently being highly customized, 

and further scientific research should not focus on specific methods (KURAPATI; 

MANYAM; PETERSEN, 2012; BUSTARD; WILKIE; GREER, 2013).  The teams were 

chosen, then, based on the classification of the service their companies provide, on 

the acknowledgement of their companies’ practices in agile community and on the 

ease of access to the field. The openness of the companies to the research procedures 

was also a choice criterion, as team members would be more prone to collaboration. 

Figure 10 summarizes our choice criteria. 
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Figure 10 - Choice criteria 

 

The propositions we defined a priori to analyze the cases (YIN, 2005) were 

based on the Conceptual Framework shown in Figure 7 and on the results obtained in 

Phase 2.1 (FONTANA; REINEHR; MALUCELLI, 2014), as shown in Figure 11. This 

figure shows the four propositions, the conceptual framework point each proposition 

relates to (see Figure 7 on page 46), and the authors that support them. 

 

Figure 11 - The propositions of the multiple-case study 
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The approach for the case studies was based on the stages suggested by 

Eisenhardt (1989), and it is summarized in Figure 12. 

 

 
 

Figure 12 - Research approach for the case studies 

 

Data Collection: We collected qualitative and quantitative data from each team. 

The qualitative approach comprised interviews with three team members: the team 

leader, the most experienced developer and the least experienced developer. The 

individuals who participated were indicated by the team leader. The interviews were 

semi-structured: we asked the interviewee to tell us a story of how the adoption of the 

practices evolved since the team started using agile methods. As a guide to data 

collection, we used the framework suggested by Kirk and Tempero (2012), in which 

the practices are classified according to their function: to define the software, to make 

the software or to deliver the software. We also kept track of the practices applied in 

the past, in the present and in the future. The quantitative approach comprised two 

types of questionnaires applied to the whole team. The team leader provided personal 
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information, company information, ambidexterity perception and project success 

perception. The other team members provided personal information and ambidexterity 

perception. The questions regarding ambidexterity information were based on 

ambidexterity studies (see APPENDIX C) and the ones regarding project success 

information were based on the success factors for agile methods identified by Misra et 

al. (2009). They were both answered on a five-point Likert scale: from 1 (completely 

disagree) to 5 (completely agree). 

Within-case Analysis: Our qualitative data were analyzed using the content 

analysis technique, and the quantitative data were analyzed using Chi-Square tests. 

For the qualitative data analysis, all the interviews were recorded and transcribed. They 

were stored on Atlas TI, which was the tool we used to perform content analysis 

(BARDIN, 2011). Our content analysis comprised: i) scanning the text; ii) codifying; iii) 

assigning each code to a category: define, make or deliver (KIRK; TEMPERO, 2012); 

iv) assigning each code to either past, present or future; v) creating memos when 

necessary; and, vi) making associations with other related codes. Three networks of 

codes were created for each team: past, present and future (see an example in 

APPENDIX D). The quantitative analysis consisted in applying Chi-Square tests for 

each of the aspects evaluated in the questionnaire: performance, alignment, 

adaptability, bridging ties and strong ties. The null hypotheses were: 

• Null Hypothesis 1 - This team disagrees on performance results (same 

probability of agreement, disagreement or neutral opinion regarding the 

evaluation of statements); 

• Null Hypothesis 2 - This team disagrees on good alignment perception; 

• Null Hypothesis 3 - This team disagrees on bad alignment perception; 

• Null Hypothesis 4 - This team disagrees on adaptability perception; 

• Null Hypothesis 5 - This team disagrees on the perception of bridging 

ties; 

• Null Hypothesis 6 - This team disagrees on the perception of strong ties. 

All the tests that resulted in a p-value below 0.05 were rejected. For us, it meant 

that the team had a consolidated perception of the evaluated aspect. Thus, we 

expected all of the null hypotheses to be rejected. That is, the whole team should agree 

on the perception of performance, alignment, flexibility, strong ties and bridging ties. In 

addition to that, the highest percentage of respondents should agree positively on each 

of the evaluated aspects. The quantitative analysis was included in the Case Report in 
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the form of graphs that were presented to the team leader (see an example in 

APPENDIX E). 

Cross-case Analysis: As suggested by Eisenhardt (1989), in the cross-case 

analysis we sought for replication across cases. To accomplish that, we used a mind 

mapping tool. The outcomes identified in each within-case analysis were inserted on 

the map and evidence to the original team was appropriately recorded. The outcomes 

that appeared in the past were listed before the ones that appeared in the present. The 

ones in the present were mapped before the ones in the future. As the map was being 

built, the replication of outcomes across cases was identified and the following types 

of outcomes emerged: practices, team, deliveries, requirements, product and 

customer4. APPENDIX F explains the procedure applied in the cross-case analysis. 

The multiple-cases report was created in a consolidated mind map, partially presented 

in APPENDIX G. 

Validation: As the outcomes identified in the content analysis were inferred 

based on the stories told by practitioners and the practices we codified, it was 

necessary to validate these outcomes. Thus, we conducted one more interview with 

each team leader to show the Case Report and receive feedback. In general, all 

findings were positively validated with few changes. The transcriptions of the validation 

interviews were also stored on Atlas TI, codified and, whenever necessary, code 

networks and individual cases reports were updated. 

The main result of Phase 2.2 was the Progressive Outcomes framework for 

maturing in agile software development, published in Fontana et al. (2015). 

4.2.3 Phase 2.3 

The pre-evaluation of the results from the first four cases were performed 

through surveys in agile events in Brazil. We conducted three talks in which we 

presented: 

 Our definition of maturity in agile software development; 

 The concept of ambidexterity for managing agile teams; and 

 The Progressive Outcomes framework; 

                                                 
4 The naming of the outcomes categories was later reviewed, based on the results evaluation performed 
in Stage 3. 
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After the talks, we collected the feedback from practitioners through a 

questionnaire with two parts. The first part collected personal data: name, e-mail, 

company, city, position, length of experience in software engineering and length of 

experience in agile methods. The second part presented seven statements that should 

be evaluated on a five-point Likert scale, ranging from completely disagree to 

completely agree. The statements were based on design-science validation guidelines 

(HEVNER et al., 2004), which pose that utility, quality and efficacy of the artifact should 

be evaluated. Table 3 shows the statements evaluated by respondents for these 

aspects. In the third event, we included and open-ended question for respondents to 

make any comments, express their opinions, or give suggestions. 

Table 3 - Statements evaluated in pre-evaluation survey 

Aspect to be evaluated The Progressive Outcomes framework… 

Utility … is useful to aid teams to evolve with agile methods 
… is useful to define what maturing is in agile 

Quality … is easy to understand 
… comprises what I believe is necessary to evolve in agile 
… includes unnecessary information 

Efficacy … allows me to identify the current situation on my team/in my company 
… is adaptable to different organizational contexts 

 

The events where we collected data were Agile Tour in Curitiba (September, 

2014), Agile Tour in Campinas (October, 2014) and Agile Brazil in Florianópolis 

(November, 2014). 

The collected data were analyzed using descriptive statistics. We identified the 

percentage of respondents who agreed on each statement (adding the amount of 

answers as “completely agree” to the amount of “partially agree”), the percentage of 

respondents who disagreed on each statement (adding the amount of answers as 

“completely disagree” to the amount of “partially disagree”), and kept the percentage 

of respondents with “no opinion”. 

We published the results of this pre-evaluation in Fontana et al. (2015c).  

4.2.4 Phase 2.4 

In this phase, we chose additional cases, following the same criteria described 

in Figure 10: classification of the service companies provide, the acknowledgement of 

companies’ practices in agile community and ease of access to the field. We were 

invited by one of the companies to conduct the research after our talk in Agile Brazil. 

Thus, we added four cases which we chose to the study, plus one by invitation. 
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These five additional studies followed the same protocol described in Phase 2.2, 

with one exception. We replaced the interview with the least experienced developer 

with an interview with another experienced developer, or another experienced role in 

the team. This is due to the fact that the interviews with inexperienced people 

generated few codes in the content analysis and, thus, gave little contribution in the 

identification of the evolvement of practices. With this change, results were improved 

with interviews that generated more codes in content analysis and, thus, more 

evidence. 

Based on the feedback received in the pre-evaluation (Phase 2.3), we included 

an evaluation of organizational support evolvement for the big companies in our 

sample (Company C and Company G). For this reason, we performed a 

complementary interview in Company C and asked Company G additional questions 

concerning organizational support in the past, in the present and perceptions for the 

future. We included, as a result, the organizational support category in the Progressive 

Outcomes framework. 

Also based on the feedback received in the pre-evaluation (Phase 2.3), we 

summarized, for each outcome, how a team could identify whether it was accomplished 

or not. The result was a tool for identifying maturity in agile software development, 

which we called “Agile Compass”. The procedure to create this tool was the following: 

1. Using a mind mapping tool, we grouped all evidences that led us to 

conceive each outcome. To do that, all qualitative data from the within-

case analysis of the case studies was consolidated in a map. APPENDIX 

I shows an example: the map with evidences we grouped for the 

outcomes in “Pace of deliveries” category; 

2. We summarized the group of evidences in a sentence that gives a 

definition for the outcome, and two or three statements for the team to 

check whether the outcome was accomplished or not;  

The Agile Compass is presented in Section 5.3 and was published in Fontana 

et. al. (2015d). 

4.3 Stage 3 – Results Evaluation 

This research sought to investigate what agile maturity is and how agile teams 

evolve. Our final product is a framework that considers the findings for each of these 

questions. It is a designed artifact (HEVNER et al., 2004) and, for this reason, we 
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applied the suggestions given by Venable et al. (2012) for evaluation in design-science 

research. 

As a first step for a designed artifact evaluation, Venable et al. (Ibid.) state that 

the researcher should characterize the context of the evaluation. In this respect, the 

evaluation of our results is characterized by: 

• Artifact: the description of the mechanisms for maturing in agile software 

development and the underlying maturity concept; 

• Purpose: to “evaluate the formalized knowledge about the utility of a 

designed artifact for achieving its purpose” (VENABLE; PRIES-HEJE; 

BASKERVILLE, 2012, p. 425); 

• Ex-ante evaluation: it regards the evaluation of an artifact which was not 

instantiated, given the infeasibility of testing the maturity framework in 

real settings within the dissertation development period; 

• Naturalist evaluation: we involved practitioners in the evaluation and, 

thus, explored the perceived performance of a situation within the 

organization; 

• Method: the evaluation was performed through interviews with agile 

practitioners and researchers. 

Semi-structured interviews with agile practitioners and researchers were used 

to investigate the utility, quality and efficacy of the artifact, based on design-science 

validation guidelines by Hevner et al. (2004). We also included an evaluation of the 

applicability of the findings in international context, given the limitation of the sample 

with Brazilian teams. For this reason, we conducted ten interviews: 

 Four interviews with Brazilian agile consultants/practitioners, conducted 

during the event Agile Trends 2015, in São Paulo, Brazil; 

 Six interviews with agile researchers and practitioners, from Brazil and 

other countries, conducted during the XP 2015 conference, in Helsinki, 

Finland; 

 We presented our research method and findings (using printed slides in A3 

format) and, later, argued interviewees about results utility, quality and efficacy. Table 

4 shows the questions we used as a guide for the interviews. This table also presents 

the questions we asked to identify locality idiosyncrasies in our results. 
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Table 4 - Questions for evaluating the research findings 

Aspect to be evaluated Questions about the aspect 

Utility In which contexts do you think this framework is useful? 
How would you use this framework? 
Do you think a certification of agile teams would be applicable? 

Quality What did you not understand in the framework? 
What kind of information do you think was lacking in the framework? 
Would you add any content to the framework? 
Which information do you think the framework should not provide? 

Efficacy How do you perceive maturity concept in this framework? 
How do you think a team could implement the framework to get mature? 
How do you perceive the flexibility of the framework to different organizational contexts? 

Locality Which are the differences in locality that you perceive, considering your country/region? 
How do you think this framework is applicable to your country/region? 

 

We identify, therefore, that our research was a behavioral-science study, with a 

characteristic of design-science research, as a designed artifact was created. Our 

mixed-methods approach comprised three stages, namely: Stage 1, whose objective 

was to answer our first question – what is agile maturity; Stage 2, which aimed at 

answering the second research question – how is agile maturity gained; and a third 

stage to evaluate the findings. The next chapter presents our findings. 
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CHAPTER 5. RESEARCH RESULTS 

After the research approach has been presented, this chapter describes our 

findings, as summarized in Figure 13. It first presents the data that support the answer 

for the first research question and, later, the data that support the findings for the 

second research question. The chapter ends by reporting how agile practitioners and 

researchers evaluated the findings. 

 

 

Figure 13 - Contextualization of Chapter 5  

5.1 What is maturity in agile software development? 

The analysis of the data we collected at the exploratory stage of this dissertation 

has shown that: 

Maturity in agile software development means having an experienced team that: 
• collaborates on projects by communicating and being committed;  
• cares about customers and software quality; 
• allows requirements to change; 
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• shares knowledge; 
• manages source code and tests using tools, methods and metrics 

supported by infrastructure that is appropriate for agility; 
• self-organizes at a sustainable pace;  
• standardizes and continuously improves agile practices; and,  
• generates perceived outcomes for customers and management. 

 

To achieve this definition (FONTANA et al., 2014b), we combined qualitative 

and quantitative data analyses. 

5.1.1 Quantitative data analysis 

As explained in Section 4.1, we collected data through a questionnaire and 

received fifty-one responses. Our sample represented thirty-three different Brazilian 

companies and four multinational companies that develop software primarily for their 

own use. Most of the respondents were developers and had up to three years of 

experience in agile methods, mainly Scrum. Table 5 shows the respondents’ profiles. 

Table 5 - Profile of respondents to exploratory survey (FONTANA et al., 2014b) 

  Number of 
respondents 

Percentage 

Role in their team Developer 
System Analyst 
Leader 
Software Architect 
Test Analyst 
Others 

18 
12 
8 
5 
4 
4 

35% 
23% 
16% 
10% 
8% 
8% 

Experience in agile methods From 1 to 3 years 
Less than 1 year 
From 4 to 6 years 
More than 6 years 

27 
9 
8 
7 

53% 
17% 
16% 
14% 

Agile method Scrum 
XP (Extreme Programming) 
Others (Kanban, customized methods) 

36 
8 
7 

70% 
16% 
14% 

Experience in SPI Models* CMMI-DEV 
MPS.BR  

24 
11 

47% 
22% 

*Multiple responses allowed 

 

We used the cluster analysis technique to group all practices, considering the 

maturity classification to which they were assigned. As a result, we obtained twenty 

clusters of practices and named them according to the characteristic of the inner 

practices. The clusters are shown in Table 6. 

 Table 6 also shows the maturity classifications each practice and each cluster 

received. For example, the practice “X41 – Communicating face-to-face daily”   

received 19.6% of the classifications as “No Maturity” or “Somewhat mature”, 35.3% 

of the classifications as “Mature” and 45.1% as “Very Mature” or “Very High Maturity”. 

In the table, they are shown respectively in the columns “Low”, “Medium” and “High”.  
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The cluster means were calculated based on the percentages of cluster’s inner 

practices. Table 6 shows highest to lowest maturity clusters. 

 The lowest maturity cluster is “Traditional Analysis”, as it received 56.9% of 

classifications as low-maturity. It contains just one practice that represents traditional 

systems analysis. The next cluster is “Lightweight Requirements”, which contains 

practices relative to using metaphors and lightweight requirements. It was classified as 

low-maturity by 55.9% of respondents. 

 The next cluster is “Caring about the Code”. It received a classification of 

medium-maturity by 45.6% of respondents. It includes practices relative to the quality 

of the code, such as technical design, inspections, reviews and tests, as well as 

appropriate distribution of expertise on the team. The “Customer Presence” cluster 

groups practices relative to having the customer actively participate in the projects and 

physically close to the team, and was classified by 47.1% of respondents as a low-

maturity cluster. 

 “Agile Coding” and “Physical Distribution” clusters had similar classifications of 

low-, medium- and high-maturity, around 30% each. The former cluster groups agile 

coding practices, such as refactoring, pair programming, focused work, and agile 

quality assurance. The latter refers to practices that describe the physical distribution 

of the team, either collocated or distributed. 

 The next cluster received a medium-maturity classification by 37.3% of 

respondents. We named it “Project Monitoring”. It contains practices relative to tracking 

project progress, having a defined process to monitor the project, and using metrics to 

ground decisions. Next, Table 6 shows the “Agile Project Management” cluster, which 

was classified by 35.9% of respondents as low-maturity. They refer to agile estimation 

and agile planning practices. 

 Growing in perceived maturity, “Traditional Software Process” is the next 

cluster, with 43.1% of classifications as medium-maturity. This cluster mostly groups 

practices derived from CMMI-DEV process areas and the ones relative to dealing with 

complexities in the organization. Examples of practices considered as medium-

maturity by respondents include having defined process assets, establishing and 

maintaining plans, evaluating processes and product objectively, managing risks and 

managing alignment between requirements and the work products. 

 The next cluster is the first that was classified by the majority of respondents as 

high-maturity: “Manage Requirements”. It received 44.9% of high-maturity 
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classifications and includes practices relative to defining requirements in agile ways 

(such as product backlog and user stories), but also practices relative to planning with 

timeboxes, being multidisciplinary and developing peoples’ skills.  

 Also classified as high-maturity practices, “Iterations” and “Meetings” clusters 

are shown in Table 6. They received 45.8% and 46.1% of high-maturity classifications, 

respectively. The iterations practices regard having short software releases in an 

incremental development; and meetings regard holding agile-like daily meetings and 

retrospective meetings. 

 The “Simplicity” cluster comes next, with 47.1% of classifications as high-

maturity, grouping practices such as using simple software design and having 

communication-based work. The practices relative to “Performance Analysis” have 

also been classified as high-maturity by 48% of respondents. 

 The next six clusters were classified by the majority of respondents (more than 

50%) as high-maturity practices in agile software development. “Sustainable Self-

organization” received 50.8% of classifications as high-maturity. The practices of this 

cluster comprise a number of ways for agile teams to behave, such as collective code 

ownership, maintaining a sustainable pace, self-organizing, giving continuous 

feedback etc. “Test-driven Development” and “Caring about the solution” had around 

51% of classifications as high-maturity. They are small clusters that group practices 

relative to test automation and refers to the quality of the solution, respectively. 

 The top-three high-maturity practices are represented by the clusters 

“Management of Code and Tests”, “Emerging Requirements” and “Collaboration”. The 

first cluster received 52% of classifications as high-maturity. It comprises some 

planning practices, running user acceptance tests, collecting tests metrics, and 

managing source code. The “Emerging Requirements” cluster represents allowance of 

requirements to evolve and emerge, with 52.9% of classification as high-maturity.  

Overall, the highest maturity classification goes to the “Collaboration” cluster. 

Respondents consider practices such as communicating face-to-face, collaborating, 

keeping work simple, sustaining autonomy and sharing responsibility as having the 

highest maturity. These practices received an average of 56.9% of classifications as 

high-maturity.  
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Table 6 - Clusters and maturity assignments (FONTANA et al., 2014b) 

Cluster 
Name 

Practice 
Number 

Practice 
Description 

Percentage (practice)a 
Total 

Mean percentage (cluster)b 

Low Medium High Low Medium High 

Collaboration X41 Communicating face-to-face daily 19.6% 35.3% 45.1% 100%      
  X42 Questioning and learning from one another 7.8% 29.4% 62.7% 100%      
  X43 Collaborating with team members 7.8% 25.5% 66.7% 100%      
  X44 Keeping work simple 9.8% 35.3% 54.9% 100%      
  X45 Not losing autonomy when under pressure to meet deadlines 19.6% 29.4% 51.0% 100%      
  X46 Sharing responsibility 17.0% 23.5% 58.8% 100%      

  X62 
Encouraging a culture of working together as a team rather than  
individually 

9.8% 31.4% 58.8% 100% 13.2% 30.0% 56.9% 

Emerging Requirements X2 Allowing requirements to evolve during the project 13.7% 35.3% 51.0% 100%      
  X5 Allowing the emergence of requirements 17.6% 27.5% 54.9% 100% 15.7% 31.4% 52.9% 

Management of Code and 
Tests 

X19 Running user acceptance tests 5.9% 35.3% 58.8% 100% 
     

  X21 Collecting test metrics 23.5% 31.4% 45.1% 100%      
  X22 Managing software configuration (version control) 11.8% 33.3% 54.9% 100%      
  X23 Managing source code 21.6% 31.4% 47.1% 100%      
  X25 Planning releases 15.7% 33.3% 51.0% 100%      
  X26 Planning before and during the project 15.7% 29.4% 54.9% 100% 15.7% 32.4% 52.0% 

Caring about the Solution X15 Using code standards 13.7% 33.3% 52.9% 100%      
  X16 Being concerned about database architecture 11.8% 39.2% 49.0% 100%      
  X32 Defining scope according to schedule 23.5% 23.5% 52.9% 100% 16.3% 32.0% 51.6% 

Test-driven Development X18 Running automated unit tests 21.6% 23.5% 54.9% 100%      
  X20 Doing test-driven development 29.4% 23.5% 47.1% 100% 25.5% 23.5% 51.0% 

Sustainable Self- X12 Using collective code ownership 25.5% 31.4% 43.1% 100%      
organization X17 Doing continuous code integration 15.7% 25.5% 58.8% 100%      
  X34 Maintaining a sustainable pace (do minimum overtime) 15.7% 25.5% 58.8% 100%      

  X39 
Responding to pressure by re-prioritizing or re-scoping rather than 
working overtime or adding people 

15.7% 31.4% 52.9% 100% 
     

  X48 Self-organizing 21.6% 33.3% 45.1% 100%      
  X49 Giving continuous feedback 17.6% 35.3% 47.1% 100%      
  X55 Implementing development infrastructure that supports agility 25.5% 27.5% 47.1% 100%      
  X56 Developing people’s agility skills 21.6% 35.3% 43.1% 100%      
  X66 Having the customer actively participate during the project 11.8% 25.5% 62.7% 100%      
  X67 Developing products that respond to business needs 9.8% 41.2% 49.0% 100% 18.0% 31.2% 50.8% 

Performance Analysis X75 
Getting to know strengths and weaknesses and be able to plan and 
implement process improvements based on that 

17.6% 35.3% 47.1% 100% 
     

  X76 
Identifying gaps in performance and selecting and deploying 
improvements to close these gaps 

15.7% 35.3% 49.0% 100% 16.7% 35.3% 48.0% 

Simplicity X6 Eliciting requirements based on communication 11.8% 27.5% 60.8% 100%      
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Cluster 
Name 

Practice 
Number 

Practice 
Description 

Percentage (practice)a 
Total 

Mean percentage (cluster)b 

Low Medium High Low Medium High 
  X10 Using simple software design 19.6% 47.1% 33.3% 100% 15.7% 37.3% 47.1% 

Meetings X35 Holding daily progress tracking meetings 29.4% 23.5% 47.1% 100%      
  X36 Holding retrospective meetings 23.5% 31.4% 45.1% 100% 26.5% 27.5% 46.1% 

Iterations X28 Doing iterative and incremental development 15.7% 43.1% 41.2% 100%      
  X29 Making short software releases 27.5% 31.4% 41.2% 100%      
  X30 Delivering working software continuously  17.6% 27.5% 54.9% 100% 20.3% 34.0% 45.8% 

Manage Requirements X1 Using product backlog to define requirements 21.6% 37.3% 41.2% 100%      
  X3 Using stories to define requirements 27.5% 39.2% 33.3% 100%      
  X11 Specifying software architecture 19.6% 35.3% 45.1% 100%      
  X27 Using timeboxes in planning 25.5% 33.3% 41.2% 100%      
  X33 Making estimates with the people who will do the work 17.6% 33.3% 49.0% 100%      
  X61 Being multidisciplinary 13.7% 43.1% 43.1% 100%      

  X70 
Identifying causes of problems and taking actions to prevent them in the 
future 

13.7% 35.3% 51.0% 100% 
     

  X78 
Developing people’s skills and knowledge so they can perform their 
roles effectively and efficiently 

17.6% 27.5% 54.9% 100% 19.6% 35.5% 44.9% 

Traditional Software  X58 Dealing easily with organizational complexity 19.6% 41.2% 39.2% 100%      
Process X59 Dealing easily with regulatory compliance 15.7% 45.1% 39.2% 100%      
  X63 Dealing easily with domain complexity 13.7% 47.1% 39.2% 100%      
  X64 Dealing easily with technical complexity 13.7% 43.1% 43.1% 100%      
  X65 Dealing easily with enterprise discipline 9.8% 45.1% 45.1% 100%      

  X74 
Having defined process assets, work environment standards, and rules 
and guidelines 

25.5% 29.4% 45.1% 100% 
     

  X79 Establishing and maintaining plans that define project activities 23.5% 37.3% 39.2% 100%      

  X80 
Evaluating processes and work products objectively and addressing non-
compliance issues 

21.6% 41.2% 37.3% 100% 
     

  X82 
Formally eliciting, analyzing, and validating requirements for the product 
and stakeholders 

21.6% 45.1% 33.3% 100% 
     

  X83 
Planning and invoking risk handling activities as needed across the life of 
the project 

23.5% 45.1% 31.4% 100% 
     

  X84 Managing the acquisition of products and services from suppliers 25.5% 47.1% 27.5% 100%      

  X85 
Maintaining alignment between requirements and the plans and work 
products of the project 

17.6% 51.0% 31.4% 100% 19.3% 43.1% 37.6% 

Agile Project  X24 Using the planning game 41.2% 25.5% 33.3% 100%      
Management X31 Making agile project estimates 27.5% 39.2% 33.3% 100%      
  X50 Writing agile documentation 39.2% 23.5% 37.3% 100% 35.9% 29.4% 34.6% 

Project Monitoring X37 Tracking and reporting iteration progress 25.5% 43.1% 31.4% 100%      
  X38 Integrating management activities directly into development tasks 23.5% 45.1% 31.4% 100%      

  X71 
Analyzing possible decisions using a formal evaluation process that  
evaluates identified alternatives against established criteria 

29.4% 35.3% 35.3% 100% 
     

  X72 Managing projects according to an integrated and defined process 27.5% 29.4% 43.1% 100%      

  X73 
Collecting metrics that are used to support management information 
needs 

27.5% 41.2% 31.4% 100% 
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Cluster 
Name 

Practice 
Number 

Practice 
Description 

Percentage (practice)a 
Total 

Mean percentage (cluster)b 

Low Medium High Low Medium High 
  X77 Having a quantitative understanding (metrics-based) of processes 27.5% 37.3% 35.3% 100%      
  X81 Managing projects with measures and analytic techniques 41.2% 29.4% 29.4% 100% 28.9% 37.3% 33.9% 

Physical Distribution X57 Being geographically distributed (different cities or countries) 39.2% 27.5% 33.3% 100%      
  X60 Distributing physically so as to reflect agile philosophy 29.4% 37.3% 33.3% 100% 34.3% 32.4% 33.3% 

Agile Coding X13 Doing code refactoring 23.5% 27.5% 49.0% 100%      
  X14 Doing pair programming 35.3% 33.3% 31.4% 100%      
  X40 Focusing on work (priorities do not change during iteration) 29.4% 45.1% 25.5% 100%      
  X47 Doing things when they have to be done, not before 35.3% 37.3% 27.5% 100%      
  X54 Doing agile quality assurance 37.3% 31.4% 31.4% 100% 32.2% 34.9% 32.9% 

Customer Presence X68 Allowing customer to drive iterations 43.1% 25.5% 31.4% 100%      
  X69 Customer being collocated 51.0% 31.4% 17.6% 100% 47.1% 28.4% 24.5% 

Caring about the Code X4 Doing technical design of requirements  31.4% 49.0% 19.6% 100%      
  X51 Distributing expertise on the team appropriately 17.6% 47.1% 35.3% 100%      
  X52 Running lightweight tests and reviews 39.2% 52.9% 7.8% 100%      
  X53 Analyzing and inspecting code 35.3% 33.3% 31.4% 100% 30.9% 45.6% 23.5% 

Lightweight Requirements X7 Defining lightweight requirements 43.1% 35.3% 21.6% 100%      
  X9 Using metaphors to describe requirements 68.6% 25.5% 5.9% 100% 55.9% 30.4% 13.7% 

Traditional Analysis X8 Performing traditional systems analysis 56.9% 29.4% 13.7% 100% 56.9% 29.4% 13.7% 
aThis column is divided into three subcolumns: “Low” shows the percentage of responses that associated this practice with level 1 (“No maturity”) or 2 (“Somewhat Mature”); “Medium” shows the percentage of responses that associated this practice with level 3 
(“Mature”); and “High”, the percentage that associated the practice with level 4 (“Very Mature”) or 5 (“Very High Maturity”). 
bThis column is divided into three subcolumns: “Low” shows the mean percentage of responses that associated the practices in each cluster with level 1 (“No maturity”) or 2 (“Somewhat Mature”); “Medium” shows the mean percentage of responses that associated 
the practices in each cluster with level 3 (“Mature”); and “High”, the mean percentage that associated the practices in each cluster with level 4 (“Very Mature”) or 5 (“Very High Maturity”). 

 

 

 



 70 

In summary, the analysis of these clusters and practices allowed us to realize 

that highest maturity in agile software is mainly associated with collaboration, emergent 

requirements and managing code and tests. The practices based on process areas of 

CMMI-DEV have still been classified as mature by our respondents, but less mature 

than others such as collaboration and emerging requirements.  

This analysis was based on a closed list of practices. Next section shows how 

our respondents have freely defined maturity in agile software development: the 

qualitative results. 

5.1.2 Qualitative data analysis 

In the content analysis, we identified fifty-two key concepts relative to agile 

software development maturity, as pointed out by our respondents. These concepts 

are shown in Table 7. This table also shows the categories of concepts that emerged 

from the analysis: development practices, process, team, stakeholders, management 

and outcomes. 

Table 7 - Concepts that emerged in the content analysis (FONTANA et al., 2014b) 

Category Subcategory Concept 

Development Practices - Configuration Management 
Continuous Delivery of Working Software 
Development Standards 
Sufficient Software Documentation 
Pair Programming 
Refactoring 
Software Testing 
Test-driven Development 

Process - Application of Agile Practices 
Continuous Improvement 
Definition of Tools and Methods 
Metrics-Based Improvement 
Process Institutionalization 
Standardization of Agile Practices 
Use of Tools and Methods 

Team Knowledge Keep Lessons Learned 
Knowledge of the Customer’s Business 
Knowledge of the Project 
Knowledge of the Technology 
Trained Team 

Behavior Collaboration 
Commitment 
Making an Effort to Keep Practices in Use 
Self-organization 
Understand Customers 

Communication Communication within the Team 
Communication with Customers 

Experience Expertise in Agile Practices 
Time spent working with Agile 

Stakeholders - Agile Process Acceptance 
Definition of Business Priorities 
Stakeholders Information 

Management - Definition of Goals 
Process Management 
Process Metrics 
Project Planning 
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Category Subcategory Concept 
Project Tracking 

Outcomes For Management Efficiency 
Fewer Defects 
Less Effort 
Less Rework 
Less Waste 
Precise Estimates 
Predictability  
Productivity 
Repetition of Results 

For Customer Delivery on Time 
Effectiveness 
Flexibility 
Generate Value for the Customer 
Product Quality 
Short Delivery Time 

 

The Development Practices category shows that practitioners see maturity in 

practices as related to the way coding is performed, such as configuration 

management,  continuous delivery of working software, development standard, pair 

programming, testing, among others. The Process category shows the concepts that 

consider maturity in having continuous improvement, definition of tools and methods, 

process standardization and metrics, all of which are based on agile practices. 

The Team category groups concepts relative to maturity on the team’s 

Knowledge, Behavior, Communication and Experience. The practices listed in this 

category in Table 7 show that practitioners see maturity on a team that knows the 

context where it works, has a behavior of collaboration, has commitment and 

autonomy, communicates efficiently and has experience in agility. 

The concepts under the Stakeholders category show the importance of the 

project stakeholders engaging in the agile dynamics. The Management category 

represents the importance of having practices related to planning, tracking and using 

metrics. 

Lastly, the Outcomes category represents the concepts that refer to generating 

results either for the management, or for the customer. Respondents have pointed out 

that maturity in agile software development may be perceived through the outcomes 

generated by the team, such as: efficiency, productivity, generating value to customer 

and product quality, among others. 

By analyzing the frequency of occurrence of the concepts and categories, we 

could identify that the most cited concepts in agile maturity definition are “Product 

Quality” and “Use of Methods and Tools”. The categories that appeared most often in 

the respondents’ definitions were “Outcomes” and “Process”, as shown in Figure 14 

and Figure 15. 
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Figure 14 - The concepts by frequency of 
occurrence (FONTANA et al., 2014b) 

 

Figure 15 - The categories by frequency of 
occurrence (FONTANA et al, 2014b)

 While codifying and categorizing the responses of the survey, a number of 

relationships among codes emerged, and we consolidated them on a diagram shown 

in Figure 16. The team appears as a central category, which applies the processes, is 

aligned with stakeholders, is directed by the management and applies the development 

practices. It is the team that generates the outcomes – the concepts more closely 

related to maturity – for customer and for management. 

 

 

Figure 16 - The relationships among concepts that emerged in content analysis (FONTANA et 
al., 2014b) 
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By combining the results we obtained in the analysis of the highest maturity 

clusters, with the concepts practitioners gave to maturity in agile software 

development, we could propose the definition presented in the beginning of this 

section. Next section shows our findings from the investigation on the mechanisms that 

teams apply to mature in agile. 

5.2 How do agile teams get mature? 

To have a preliminary answer to this research question, as shown in Section 

4.2.1, we surveyed agile practitioners about their perception on the agile maturing 

process. We received eighty-seven responses from ten different cities in Brazil. The 

average experience in software engineering of respondents was 10 years, and in agile 

software development, the average experience was 3.6 years. From all questionnaires, 

seventy had their practices numbered and the remaining had the practices numbered 

equally, left blank, or with other comments. 

Based mainly on the opinion of experienced practitioners, we could identify that 

in the agile maturing process, a group of practices should be implemented as a basis: 

agile values, involved customer, agile planning and agile requirements. Next, other 

practices could be implemented at an intermediate stage: agile testing and agile 

coding. Some other practices appeared as relevant to the maturing process, but they 

could be implemented at any time, such as software architecture, agile physical 

environment, agile quality assurance and agile project monitoring (FONTANA; 

REINEHR; MALUCELLI, 2014). As these results are based on practitioners’ 

perceptions, they were used as propositions to the evaluation of evolvement of real 

agile teams’ practices. 

To provide an answer to our second research question, we investigated, thus, 

nine agile teams (as explained in Sections 4.2.2 and 4.2.4). This study comprised 

interviews, which collected qualitative data about evolvement of agile practices; and 

questionnaires, which collected quantitative data about ambidexterity and perception 

of project success. Results of the analysis of the first round of case studies (four first 

teams) were published in Fontana et al. (2015).  

By analyzing the cases, we identified that agile teams mature by pursuing 

progressive outcomes, in a non-linear and dynamic manner. These outcomes may be 

accomplished by using a variety of practices and processes, specific to each business 

context. We represented these outcomes in a framework that we called the 
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Progressive Outcomes framework, shown in Figure 17. Each line represents a 

category of outcomes, which emerged from our data analysis: practices learning, team 

conduct, deliveries pace, features disclosure, software product, customer relationship 

and organizational support.  

 

 

Figure 17 - The Progressive Outcomes framework for agile software development maturity 

 

The practices learning category comprises the outcomes the teams pursue 

when they decide to change the way they work. Some of the cases we analyzed, 

started with an agile trial, in which the team tries adopting agile practices, usually 

learning “on the fly”, but may not succeed. It evolves to initiatives for agile learning. 

The teams implement the agile method “by the book” and, with the appropriate 
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knowledge acquired in practice, it evolves to sensemaking of the work processes. This 

process includes taking the method learned and tailoring it to particular needs. It is a 

process based on action, i.e. experimenting, rather than on planning (WEICK; 

SUTCLIFFE; OBSTFELD, 2005). Later, the teams may start investing in practices to 

understand what is happening – we named it “comprehension of situation”. It includes, 

for example, using tools to track the process, having the team to report work status, 

understanding stories sizes and using simple metrics. This dynamics is similar to the 

three levels of practice known as the Shu-Ha-Ri distinction (COCKBURN, 2007), which 

describes that learning processes undergo three phases: repeating the technique “by 

the book”, then getting autonomy and, later, tailoring the technique based on 

experience. 

The team conduct category describes how the team evolves in behavior with 

the use of agile methods. They start with a responsive behavior, with practices that 

demand a leadership position of command and control. This team may evolve to a 

confident team, on which team members start expressing their opinions about the 

decisions and, later, the assertive team is the one on which the members are active 

voices in the project and in the process improvement initiatives. This team evolves to 

a sparkling team: a team that is still assertive, but also characterized by technical 

excellence, high performance, and motivation to continuous learning. 

The deliveries pace category describes how the pursued outcomes for 

deliveries evolve. Teams start investing in iterations to control the coding process: they 

look forward to having a date to finish the code of a specific requirement. This code is 

not delivered, it is kept for further testing and integration. The evolvement of this 

outcome is to implement processes that make this code ready for delivery. On one of 

the teams included in this study, for example, this initiative was related to implementing 

a functional test phase that would assure that the software is ready for delivery, but 

would not be delivered yet. This process of producing ready deliverables evolves, then, 

to actual deliveries at the end of the iterations – usually late deliveries. The team then, 

in the next outcome, starts working on practices to have a defined delivery, that is, a 

delivery that is performed on time. 

Features disclosure category describes outcomes teams pursue when defining 

the features the software will comprise. The requirements gathering outcome 

represents a process of eliciting requirements similar to those of the traditional software 

process, with most of requirements being defined at the beginning of the project. It 
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evolves to practices that allow for requirements discovery, that is, the team starts to 

iterate the elicitation of requirements, to use stories and to allow requirements to 

change. Another outcome they pursue is to improve the quality of the requirements to 

make sure they meet customer expectations. Quite different practices appeared to 

accomplish this outcome, such as using videos to record customer requirements, using 

systems analysis diagrams, or involving developers in requirements definition. 

The outcomes for the software product category describe what the team 

pursues when it implements the practices to improve the software itself. It starts with a 

focus on a high-level source code: pair programming and refactoring are examples of 

practices they perform to have a good resulting source code. We named the next 

outcome “awareness of failures” because it is when the team realizes that deliveries 

may have bugs that have to be fixed, and that the processes to accomplish that need 

to be adjusted. Then, the next step is to focus on high-level delivered software, i.e., 

ensuring a good delivery. They invest in having a functional tester, or a test team, for 

example. The last outcome is efficient coding, when practices such as integration, 

testing and deploy automation are implemented to increase efficiency in the coding 

process, and sustain the quality that was already achieved with the outcomes that had 

been previously accomplished. 

The customer relationship category comprises the outcomes the team pursues 

when implements practices to improve its relationship with the customer. The first 

outcome represents the team gaining awareness of the customer, and understanding 

the customer’s processes and needs. Then, when the relationship evolves, the 

customer becomes aware of the team, and gets acquainted with the team’s capabilities 

and the agile work processes. It evolves to a confident customer that knows when the 

deliveries are going to happen and what is going to be delivered. The customer 

becomes, then, a partner of the team as there is so much confidence that the team 

helps define requirements and solutions for the customer’s business problems. 

Lastly, the organizational support category describes the outcomes related to 

the position of the organization when providing support for agile transformation. We 

identified that organizations may start with agile motion when isolated, and small 

bottom-up initiatives start for agile adoption. It evolves to agile commitment, when top 

management gains awareness of agile methods and starts supporting the adoption. 

Next, we identified agile priority as an outcome characterized by the organization that 

changes its structures, roles and processes to enable the agile transformation. The 
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last outcome is agile business. The company is recognized for being agile, and agile 

principles go beyond software development processes. 

These results emerged from the analysis performed with the data from the 

teams we studied, described in the next subsection. 

5.2.1 Within-case analysis 

The sample of teams in this research includes teams within the four 

classifications of software services in the Brazilian industry (SOFTEX, 2012): 1) 

development of software on demand; 2) development of customizable software; 3) 

development of non-customizable software; and 4) web portals and internet 

information services. Team sizes range from five to twenty people, company sizes 

range from seventeen to fifteen thousand employees, and agile adoption time from 0.4 

year to six years. The majority of the companies are mid-sized, whose teams have less 

than ten people, and with agile adoption time ranging from three to six years. Table 8 

shows the detailed profile of the teams, and Figure 18 summarizes the variety of the 

characteristics of the teams in the sample. 

 

 

Figure 18 - Variety of the characteristics of the teams in the sample 
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This section is organized, thus, to show the results of individual teams and, later, 

the cross-cases analysis, in which the four propositions were evaluated (see Figure 11 

on page 54). While performing the studies, we could identify the outcomes each team 

accomplished according to our framework. They are presented individually in 

APPENDIX H. 

Table 8 - Profile of teams in case studies 

Team Alias Profile 

Company A Team size 
Company size 
Main activity 
Agile adoption time 
Project duration 
Customers 
Develops software 

8 people 
100 people 
Documents Management 
1 year and 3 months 
1 year 
Inside and outside the company 
For its own use and software packages for external customers 

Company B – Team 1 Team size 
Company size 
Main activity 
Agile adoption time 
Project duration 
Customers 
 
Develops software 

5 people 
200 people 
Educational Technology 
5 years 
6 months 
Inside and outside the company (Brazil and South America 
customers) 
On demand 

Company B – Team 2 Team size 
Company size 
Main activity 
Agile adoption time 
Project duration 
Customers 
 
Develops software 

7 
200 people 
Educational Technology 
6 years 
1.5 years 
Inside and outside the company (Brazil, South America, Europe 
and Asia customers) 
Software packages and embedded systems 

Company C Team size 
Company size 
Main activity 
Agile adoption time 
Project duration 
Customers 
Develops software 

20 people 
15.000 people 
Telecommunications 
3 years 
6 months 
Inside the company  
Customizes or adapts existing software 

Company D Team size 
Company size 
Main activity 
Agile adoption time 
Project duration 
Customers 
Develops software 

5 people (distributed) 
17 people 
Web software development 
6 years 
6 months to 1 year 
Inside and outside the company (national) 
For its own use and software on demand 

Company E – Team 1 Team size 
Company size 
Main activity 
Agile adoption time 
Project duration 
Customers 
Develops software 

12 people 
180 people 
CRM and billing software development 
5 years 
3 months 
Outside the company (national) 
Customizes or adapts existing software 

Company E – Team 2 Team size 
Company size 
Main activity 
Agile adoption time 
Project duration 
Customers 
Develops software 

6 people 
180 people 
Architecture support for CRM and billing software development 
6 years 
1 year 
Inside the company and outside the company (national) 
Software for its own use, software on demand 

Company F Team size 
Company size 
Main activity 
Agile adoption time 
Project duration 
Customers 

8 people 
150 people 
Consultancy and software development 
5 years 
1 to 2 months 
Outside the company (North America) 
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Develops software On demand and for its own use 
Company G Team size 

Company size 
Main activity 
 
Agile adoption time 
Project duration 
Customers 
Develops software 

11 people 
10.000 people 
Information and communication technology services for public 
sector 
4 months 
4 months 
Outside the company (National) 
Customizes or adapts existing software, develops on demand 

 

5.2.1.1 Company A 

The team in Company A is responsible for developing and maintaining a single 

software package that is sold to customers with little customization. They adopted agile 

methods to help organize their processes, as they used to have an ad hoc software 

development process. Their context is characterized by frequent unplanned 

requirements. The work processes are currently based on the use of simple tools and, 

on a daily basis, if they feel the need, they change these processes and experiment 

new ways of working. 

The analysis of the evolvement of agile practices on the team in Company A is 

summarized in Figure 19. The left-hand box represents the outcomes the team 

pursued in the past, the box in the middle represents the outcomes the team pursues 

in the present, and the right-hand box represents the outcomes the team is planning 

to pursue in the future. These outcomes were inferred, based on characteristics, facts 

and initiatives we identified in the interviews, which we named evidence. The evidence 

that led us to infer each of the outcomes is described in Table 9. 

They started adopting practices to make sense of their work processes. We 

called it sensemaking because it was an effort to change the current situation and the 

action was the focus, not the choice (WEICK; SUTCLIFFE; OBSTFELD, 2005). 

Sensemaking is a process of organizing, but people “make plausible sense 

retrospectively, while enacting more or less order into […] ongoing circumstances” 

(Ibid., p. 409). “Direct experience is also connected to processes of sensemaking: the 

combination of a past moment, a connection, and a present moment of experience is 

what creates a meaningful definition of the present situation.”(DYBÅ; MAIDEN; 

GLASS, 2014, p. 33) 
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Figure 19 - Analysis of agile practices evolvement in Company A 

 

They also started with a confident team, as they created the team exclusively 

with experienced people. In the past, they implemented practices to have expected 

frequent deliveries. They planned for that, but usually delayed the delivery. With 

respect to requirements, they had a process of requirements gathering, without the 

concern to be certain of customer needs. Refactoring is a practice they have 

implemented since the beginning of agile adoption, so we inferred that they pursued a 

high-level source code. They also invested in increasing the team awareness of 

customers’ needs and business, and vice-versa: the customer gets to know what the 

team does and how the team works. 

In the present, the confident team evolved to an assertive team that influences 

decisions in the projects and in the processes. They started to perform activities that 

showed they were aware of their failures, such as performing functional tests; and 

activities, such as reporting work, so as to enable them to comprehend their situation. 

They started to focus on requirements quality, implemented practices to have more 

than a high-level source code, but high-level delivered software instead. The customer, 

who knew little about team’s work (was only aware of the team) in the past, started to 

become confident about team’s deliveries and decisions.  

For the future, the team plans to invest in having less delay on deliveries, to 

make coding more efficient with test automation and, also, to start assisting the 

customer in defining requirements, creating a partnership with the customer. All the 

evidence found for each of these outcomes is listed in Table 9. 

Table 9 - Evidence for the outcomes identified for the team in Company A 

Moment Outcome Evidence 

Past Sensemaking of work processes Implementing the agile method to stop ad hoc 
development; organizing development processes, and 
adopting tools to support the process dynamics. 

 Confident team Creating an experienced team; knowing closely each person 
on the team. Assigning the tasks to the team, but having the 
members define task priorities and estimates. 

 Expected frequent deliveries Planning with sprints to control the coding cycle; estimating 
correctly. 



 81 

 High-level source code Performing pair programming; refactoring; caring about the 
code. 

 Customer awareness of team Getting the customer to know what is delivered. 
 Team awareness of customer Understanding customers’ needs and demands. 

Present Assertive team Defining politics for the acceptance of unplanned 
requirements; maintaining a sustainable work pace; feeling 
confident to deliver the software; enabling the team to 
change task assignments. 

 Failures awareness Considering time in the sprint for debugging, performing 
functional and unit tests; looking for improvement in 
software quality. 

  Comprehension of situation Drawing up thorough plans, reporting work status, planning 
longer sprints, adopting simple metrics. 

 Requirements quality Improving requirements definition (using recorded videos 
with the requirements specification). 

 High-level delivered software Including a testing phase in the sprint; assuring that 
maintenance does not create new bugs; Improving code 
version control. 

 Confident customer Formalizing new requirements orders; feeling customer 
trust; controlling requirements cycle; reducing delivered 
bugs. 

Future Defined frequent deliveries Not delaying deliveries. 
 Efficient coding Automating unit tests. 
 Partner customer Hypothesizing customer needs; defining the roles and rights 

of the information technology department. 

 

We also analyzed the perception that the team had on their ambidexterity. Table 

10 shows the percentage of the team that disagreed, that were neutral, or that agreed 

on the perception of performance, good alignment, bad alignment, adaptability, 

bridging ties and strong ties. It also shows the p-values for the Chi-Square tests and 

the rejection or not of the null hypothesis. In Company A, the team has a consolidated 

view of their ambidexterity abilities, as all of the hypothesis were rejected, and the 

percentages of agreement and disagreement indicate positive evaluations on 

management alignment and adaptability. 

Project success perception in Company A is shown in Table 11. Each of the 

factors was evaluated by the team leader as (1) meaning no agreement to have 

reached the benefit through (5) meaning full agreement to have reached the benefit. 

The data showed that the only factor they have not realized with adoption of agile 

methods was “Improved Business Processes”. Table 11 shows the results in Company 

A compared with the means from the other teams and standard deviations. The means 

for the other teams were calculated based on the responses given to each factor by 

the other teams, without considering Company A’s responses. 

Table 10 - Ambidexterity data for Company A 

 Performance Good 
Alignment 

Bad Alignment Adaptability Bridging Ties Strong Ties 

Disagree 0.0% 0.0% 87.5% 0.0% 0.0% 0.0% 
Neutral 12.5% 0.0% 6.3% 8.3% 0.0% 5.0% 
Agree 87.5% 100.0% 6.3% 91.7% 100.0% 95.0% 
p-value 0.000 0.043 0.001 0.000 0.000 0.000 
Rejects H0 Yes Yes Yes Yes Yes Yes 
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Table 11 - Projects success perception in Company A 

 Company A Means for 
Other Teams 

Std Dev 

Reduced delivery schedules 4 5.0 0.0 
Increased return on investment (ROI) 5 3.3 0.6 
Increased ability to meet current customer requirements 4 3.7 0.6 
Increased flexibility to meet changing customer requirements 5 3.7 1.5 
Improved business processes 3 4.0 1.0 

 

 As a summary, agile evolvement in Company A was not associated with 

increasing agility. In this context, Team A evolved practices for customer relationship 

and the quality of the requirements, the code and the software. By associating the 

ambidexterity results with project success, we see a team with ambidextrous abilities 

that is satisfied with the results they achieve with their agile projects.   

5.2.1.2 Company B – Team 1 

This is the first team from Company B, where we performed two case studies. 

This team develops software to respond to government requirements in educational 

technology. Thus, each project develops a completely new product, with new 

technologies, to unknown customers and unknown users. They have an 

interdisciplinary team and the support to users is performed by other people. They 

adopted the agile method based on a top-management decision and, before that they 

had an ad hoc software development process. They use simple tools to support the 

work processes. If the project demands, they change these work processes or even 

abandon them in order to be faster. 

In the analysis of the agile practices evolvement, shown in Figure 20, we could 

realize that they started with a confident team that defined their own priorities. This 

team evolved to an assertive team, which self-organized and changed processes as 

needed. As they were told to use agile methods, they went through a process of agile 

learning, which evolved to practices that aimed at sensemaking the work processes. 

Since the beginning of agile adoption, they have been using iterations to finish the 

code. We called it “Expected frequent finished coding”, as they do not have to deliver. 

They just use the sprints dynamics to control the targets for finishing the source code. 

In the past, they already had practices to allow for requirements discovery, that is, they 

discovered the requirements iteratively. Since the beginning, they also had to 

implement practices so that a third party can support the software in production. 
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Figure 20 - Analysis of agile practices evolvement in Company B – Team 1 

 

 In the present, they also implement practices that show their awareness of 

failures and their need to comprehend their situation, as well as have high-level 

delivered software. In the future, this team will abandon agile methods, due to an 

organizational re-engineering. Thus, they will have a Specialist Team, on which roles 

will be separated and the customer will be represented by a specific department in the 

company. Table 12 shows the evidence we found for these outcomes. 

Table 12 - Evidence for the outcomes identified for Team 1 in Company B 

Moment Outcome Evidence 

Past Confident team Creating an experienced team; knowing each person on the 
team closely; having the team define tasks and priorities. 

 Agile learning Following an agile method “by the book”. 
 Expected frequent coding finished Not delivering at the end of the sprint; testing the software 

after the sprint has finished. 
 Third-people supportable software Creating documentation at the end of the process; using text 

documents to define requirements. 

Present Assertive team Allowing the team to self-organize; having the team define 
tasks and priorities; playing to win. 

 Sensemaking of work processes Tailoring the agile method, for example, increasing sprint 
size. 

  Awareness of failures  Considering time in the sprint for debugging. 
 Comprehension of situation Drawing up thorough plans; defining requirements 

iteratively. 
 High-level delivered software Performing unit and functional tests; applying tools to 

support development. 

Future Specialist team Assigning a role to each team; formalizing software 
architecture definition; having a team perform functional 
tests formally. 

 Represented customer Having a formal structure to represent customer. 

 

 In the ambidexterity data analysis of Team 1 in Company B (Table 13), we could 

realize that the team does not have a consolidated perception of ambidextrous abilities. 

Although the hypothesis for performance, bad alignment, bridging ties and strong ties 

was rejected, the good alignment and adaptability perception on the team is not a 

consensus. It means that the team feels that it receives conflicting objectives, wasting 

resources on unproductive activities and that the work processes are not flexible 

enough to engage the team into innovative solutions. 
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Table 13 - Ambidexterity data for Team 1 in Company B 

 Performance Good 
Alignment 

Bad Alignment Adaptability Bridging Ties Strong Ties 

Disagree 15.0% 40.0% 20.0% 60.0% 0.0% 0.0% 
Neutral 5.0% 20.0% 0.0% 20.0% 0.0% 0.0% 
Agree 80.0% 40.0% 80.0% 20.0% 100.0% 100.0% 
p-value 0.001 1.000 0.030 0.223 0.000 0.000 
Rejects H0 Yes No Yes No Yes Yes 

 

 Although Team 1 in Company B has presented negative results in the 

ambidexterity perception, project success perception was similar to the highest value 

in all the factors. Table 14 presents the values for this team, the means of other teams 

and the standard deviation. 

Table 14 - Projects success perception on Team 1 - Company B 

 Company B – 
Team 1 

Means for 
Other Teams  

Std Dev 

Reduced delivery schedules 5 4.7 0.6 
Increased return on investment (ROI) 4 3.7 1.2 
Increased ability to meet current customer requirements 4 3.7 0.6 
Increased flexibility to meet changing customer requirements 5 3.7 1.5 
Improved business processes 5 3.3 0.6 

 

We conclude that Company B – Team 1 does not need to deliver continuously, 

but they still used and evolved agile methods to control coding and requirements. The 

agile evolvement was mainly on learning and, later, sensemaking the process, as well 

as evolving the team. There is a contradiction when we see that, although project 

success perception is good, the team does not agree on ambidextrous abilities. In the 

validation presentation, the team leader explained that this contradiction is due to the 

fact that the members felt confident inside the team and about their individual results, 

but lacked the support of the organization as whole. 

5.2.1.3 Company B – Team 2 

Team 2 in Company B has a different context from that of Team 1. They are a 

team for new products development. They define their own requirements for the 

software products they build, which are validated by a team of managers that represent 

the customer. This is the reason why they have an interdisciplinary team. The work 

processes are supported by simple tools and they have a defined process (mostly 

based on Scrum) that changes eventually if needed.   

Figure 21 shows the evolvement of agile practices in Team 2, Company B. This 

team started with practices focusing on Agile Learning, as they adopted the agile 

method based on a top-management decision. As agile practices were learned, they 
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could implement practices aiming at the sensemaking of work processes, to tailor the 

agile method and change the work processes to fit their needs. In the beginning of 

agile adoption, they had a team separated by roles, which we called Specialist Team. 

It soon evolved to an interdisciplinary team with responsive characteristics, that is, 

which did what they were told to do. The efforts on the development of the team 

(including firing people that did not have the agility skill) led the team to become a 

confident team. Now, they are considered to have an Assertive Team. 

 

 

Figure 21 - Analysis of agile practices evolvement in Company B – Team 2 

 

In the present, this team also focuses on having requirements discovery, 

comprehension of situation and high-level source code. Iterations, which in the past 

controlled the coding process, now focus on delivering working software. They are now 

investing in creating means for the team to be aware of the types of demands of the 

managers who represent customer, and for these managers to be aware of the team’s 

work processes. In the future, this team plans to work on requirements quality, by using 

systems analysis diagrams to define the software; and on high-level delivered 

software, as they plan to invest in software testing. Table 15 shows the evidence we 

found in the case for each of the outcomes. 

Table 15 - Evidence for the outcomes identified for Team 2 in Company B 

Moment Outcome Evidence 

Past Agile learning Following an agile method “by the book”. 
 Expected frequent coding finished Not delivering at the end of the sprint. 
 Specialist team Having the functional tests performed on a separate team; 

Having the roles separated by different teams. 
 Represented customer Having the top management define requirements priorities. 
 Responsive Team Having responsive people who later left the team. 
 Confident Team Hiring confident people. 

Present Interdisciplinary team Having a team with multiple profiles; sharing knowledge  
 Requirements discovery Validating requirements with customer; having the 

developers become acquainted with the requirements 
before starting work; formalizing architecture definition, 
having sprints to deliver documentation. 

  Sensemaking of work processes Organizing work processes; tailoring the agile method. 
 Expected frequent deliveries Delivering (late) at the end of the sprint. 
 Comprehension of situation Monitoring the project formally, with the help of a simple 

tool; having a better cost estimation. 
 High-level source code Integrating code daily. 
 Third-people supportable software Creating and updating documentation. 



 86 

 Assertive team Having the team to help define requirements. 
 Team awareness of customer Designing and publishing a work process. 
 Customer awareness of team Designing and publishing a work process. 

Future Requirements quality Improving requirements definition (using UML), performing 
documentation review, prototyping before development. 

 High-level delivered software Automating functional tests, implementing test driven-
development, having a team to test. 

 

 The ambidexterity data for Team 2 in Company B presents a consolidated 

perception on the team about performance, bridging ties and strong ties, but problems 

with alignment and adaptability perception. The null hypothesis was not rejected for 

perception of performance, but almost a third of the team reported that they did not 

have a formed opinion. Table 16 shows that the null hypothesis could not be rejected 

for good alignment, bad alignment and adaptability. 

Table 16 - Ambidexterity data for Team 2 in Company B 

 Performance Good 
Alignment 

Bad Alignment Adaptability Bridging Ties Strong Ties 

Disagree 3.6% 0.0% 35.7% 28.6% 0.0% 0.0% 
Neutral 28.6% 42.9% 7.1% 9.5% 0.0% 5.7% 
Agree 67.9% 57.1% 57.1% 61.9% 100.0% 94.3% 
p-value 0.000 0.076 0.324 0.113 0.000 0.000 
Rejects H0 Yes No No No Yes Yes 

 

 Project success perception presents a team that perceived less return on 

investment and less ability to meet customer requirements with agile adoption, in 

comparison to the others. On the other hand, reduced delivery schedules had a good 

rating, as well as flexibility to meet changing customer needs and improved business 

processes. Table 17 shows the data for this team, as well as the means of other teams 

and standard deviations. 

Table 17 - Project success perception in Team 2 - Company B 

 Company B – 
Team 2 

Means  of 
Other Teams 

Std Dev 

Reduced delivery schedules 5 4.7 0.6 
Increased return on investment (ROI) 3 4.0 1.0 
Increased ability to meet current customer requirements 3 4.0 0.0 
Increased flexibility to meet changing customer requirements 4 4.0 1.7 
Improved business processes 4 3.7 1.2 

 

 As a summary, Team 2 in Company B started agile adoption from a top-

management initiative. They initially focused on implementing the agile method “by the 

book” and on controlling their coding cycles with iterations. They evolved to have actual 

deliveries at the end of the iterations and to focus on a high-level source code. The 

team clearly started as a responsive one, and became confident. Currently, they are 

active actors in the projects. The initiatives to have the customer (i.e. the managers 
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who represent the customer) to understand the team and vice-versa were not 

implemented at the beginning of agile adoption, but at a later stage. Ambidexterity 

analysis did not perform well, but project success has been identified mainly by 

reduced delivery schedules. 

5.2.1.4 Company C 

Company C is a big telecommunications company, with a rigid structure. The 

team we investigated is responsible for developing customizations for the information 

technology platform of the company. The software packages are customized to meet 

customer requirements and, thus, the company’s strategies. Before agile adoption, the 

company had a traditional software development process. The context of the team is 

characterized by very strict delivery dates and the roles are separated into different 

hierarchical structures. To develop software projects, people are temporarily placed 

physically together. The work processes are defined and hard to change, so few 

adaptations are performed when necessary. Both developers and managers use a 

variety of tools to support their work. 

Figure 22 shows the summary of the evolution of the outcomes in Company C. 

They started adopting agile methods as a sensemaking of work processes; they used 

the agile “by the book”, with adaptations to the rigid structure they have. Iterations, for 

example, were focused on having finished code, and not on deliveries. As they had a 

traditional software process, the practices that enabled comprehension of their 

situation were already performed. The requirements definition process was based on 

heavyweight documentation and some initiatives focused on having the customer to 

be aware of the team’s processes.  

From the organizational point of view, some years ago, the company went 

through an agile motion, in which some isolated small initiatives happened in some 

teams. Agile adoption has officially begun with agile commitment, when top 

management has supported and incentivized agile transformation. 

At present, this team is implementing practices that show they are working on 

the awareness of their failures, such as considering time in the sprint planning to 

correct bugs from previous sprints. The requirements definition activities now allow for 

requirements discovery, with user stories. Iterations, which used to focus on having 

the code finished, now create deliverables. The difference lies in the fact that now the 

solution is tested and gets ready to go to production, but they do not deliver, given the 
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difficulty in delivering partial customizations of the software platforms. With respect to 

the team, the team leader pointed out they are now facing an issue with a responsive 

team. Development staff does not engage in daily meetings, and does not see the 

practices as relevant. They are also focusing on high-level delivered software and on 

initiatives to make the customer confident. From the organizational point of view, 

evidence shows agile is a priority, with teams’ structural changes to ease 

communication and training sessions throughout the company. 

 

 

Figure 22 - Analysis of agile practices evolvement in Company C 

  

In the future, they plan to work on requirements quality, on enhancing team 

confidence and on the standardization of the agile practices across the teams. Table 

18 shows the evidence we found for the outcomes pursued by the team in Company 

C. 

Table 18 - Evidence for the outcomes identified for the team in Company C 

Moment Outcome Evidence 

Past Sensemaking of work processes Following an agile method “by the book”, but having each 
team use agile its own way. 

 Expected frequent coding finished Drawing up plans with sprints; having variable sprint sizes; 
integrating code by implemented feature. 

 Requirements gathering Having a heavyweight text documentation of requirements. 
 Customer awareness of team Performing user acceptance test at the end of the project. 
 Comprehension of situation Developing project scope using work breakdown structure 

diagrams; starting project only with perceived scope 
maturity; reporting work status; having people to help on 
administrative tasks. 

 Agile motion Isolated small initiatives 
 Agile commitment Top management involvement; training with management 

staff; pilot projects; resistance to agile adoption 

Present Awareness of failures  Considering time in the sprint for debugging and production 
support. 

 Requirements discovery Defining requirements based on a vague product 
description; including an analysis phase in the project; 
having the requirements defined as stories and versioning 
stories. 

  Expected frequent deliverables Including a testing phase in the sprint; identifying a 
minimum releasable product, but not delivering at the end 
of the sprint. 

 Responsive team Having the team define personal tasks, but macro plan is 
defined by the software architects; top management listens 
to suggestions for improvement, but not necessarily 
considers them. 

 High-level delivered software Including a testing phase in the sprint, implementing tools to 
automate integration of code in different environments. 
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 Confident customer Helping customer to define business value. 
 Agile priority IT structure has changed to ease communication; there is a 

roadmap but not all teams work the same way; everybody 
was trained (overview or specific courses); awareness that 
agile methods need adaptation for big companies; dealing 
with the resistance of some people 

Future Requirements quality Improving product description. 
 Standardization of agile practices Making agile practices similar across teams. 
 Confident team Development team does not take responsibility for the 

project. 

 

Ambidexterity data for the team in Company C showed agreement on 

performance perception, although almost a third of the team has a neutral opinion. For 

the good alignment, bad alignment and adaptability evaluations, we could not reject 

the null hypothesis, which reflects disagreement among team members. At the 

validation presentation, the team leader was concerned about the 83.3% rate of neutral 

opinions about good alignment and the issue was taken to the top management. They 

justified it as a problem of cultural change and resistance to agile methods, different 

forms of application of agile methods around the company and too many processes 

that are still hard to change because of established applications and procedures. The 

Chi-Square test for bridging ties and strong ties rejected the null hypothesis, showing 

agreement about ties on the team. Table 19 shows the details for these data. 

Table 19 - Ambidexterity data for the team in Company C 

 Performance Good 
Alignment 

Bad Alignment Adaptability Bridging Ties Strong Ties 

Disagree 8.3% 0.0% 41.7% 38.9% 0.0% 3.3% 
Neutral 33.3% 83.3% 16.7% 33.3% 11.1% 6.7% 
Agree 58.3% 16.7% 41.7% 27.8% 88.9% 90.0% 
p-value 0.006 0.131 0.959 0.320 0.000 0.000 
Rejects H0 Yes No No No Yes Yes 

 

 Projects success perception in Company C, shown in Table 20, presented three 

factors evaluated as below the means of the other teams: they felt less return on 

investment, less flexibility to meet changing customer requirements and fewer 

improved business processes. The greatest benefit they realized with the agile 

adoption was reduced delivery schedules. 

Table 20 - Projects success perception in the team in Company C 

 Company C Means for 
Other Teams  

Std Dev 

Reduced delivery schedules 5 4.7 0.6 
Increased return on investment (ROI) 3 4.0 1.0 
Increased ability to meet current customer requirements 4 3.7 0.6 
Increased flexibility to meet changing customer requirements 2 4.7 0.6 
Improved business processes 3 4.0 1.0 
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 The investigation of the team in Company C showed a scenario where a  change 

in culture was necessary for agile adoption. The team started pursuing the 

sensemaking of work processes, with the iterations to control the coding process. The 

initiatives evolved to pursue outcomes on requirements, customer confidence and 

high-level deliverable software. The issue with this team was the members’ responsive 

attitude, which reflected the bad results of the ambidexterity analysis. From all the 

teams we analyzed, this was the one with lowest perception of project success. 

5.2.1.5 Company D 

This company was created with the purpose of using agile methods. They 

develop software exclusively for the web and the team we analyzed customized a 

software they had developed for a specific customer. The team is responsible for 

developing and providing support to the software in operation. They have a distributed 

team, in two different cities in Brazil. They started using agile methods trying to learn 

“on the fly”, without training, but did not succeed. From this moment on, they always 

endeavor high-quality training when needed and focus on learning from practice. This 

team relies on tools to support communication and project monitoring. 

Figure 23 shows how the outcomes evolved on this team, and Table 21 shows 

evidence for each outcome. Most of them were placed in the past because, since the 

company was created, the team has already improved its agile practices. As we 

mentioned, the team started with an agile trial. At that time, they did not even know 

how to deliver value to the customer. This outcome evolved to agile learning, when the 

team received a number of high-quality training sessions in agile requirements and 

agile engineering. Now, this outcome evolved to sensemaking of work processes. It is 

characterized by a moment when the team knows the value of each practice. They are, 

therefore, capable of abandoning practices or re-adopting them as needed. They used 

to have a young, responsive team, which evolved to a confident team who knew the 

process and helped customer defining requirements. Today they have an assertive 

team, which stopped using estimates, and has made work processes more flexible. 
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Figure 23 - Analysis of agile practices evolvement in Company D 

 

 Today this team performs continuous deliveries to customer, and even delivers 

before customers expect – an outcome we refer to as defined frequent deliveries. To 

achieve this outcome, the team has learned from iterations that just finished code 

(expected frequent finished coding), iterations that created deliverables but did not 

actually deliver to customer (expected frequent deliverables), and late deliveries 

(expected frequent deliveries). In the past, they had already focused on high-level 

source code, by applying pair programming, for example. They faced a moment of 

awareness of failures, when they realized it was not enough to deliver quality and, 

then, they started focusing on high-level delivered software (see evidence in Table 21). 

Now, they have an efficient coding, with a complete automated environment for 

integration, testing and deploying. 

 As the team has a single customer, the evolvement of this relationship was clear 

in the interviews. The customer learned with the team, participating actively in meetings 

and even receiving training from the Scrum Master. Table 21 shows the evidence we 

found for the evolution from team awareness of customer, and vice-versa, to a 

confident customer and, now to a partner customer. 

 Now they are facing problems of conflicts in the team and less willingness to 

learn, so we assume that, for future, they will work on practices to create a sparkling 

team. 

Table 21 - Evidence for the outcomes identified for the team in Company D 

Moment Outcome Evidence 

Past Agile trial Implementing agile on the fly, Don’t know how to deliver 
value, Badly defined requirements 

 Agile Learning Use agile "by the book", Got the team trained in agile 
requirements/engineering 

 Responsive Team Scrum Master role well-defined as a motivator and 
facilitator, No policy for accepting extra demands, Delay 
because of extra demands 
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 Confident Team After training, team helped defining requirements with 
customer (Customer could not fill a sprint with 
requirements), Improve work environment for enhanced 
communication, Team became distributed (Communication 
effort, Virtual kanban to know what is happening), No rules 
for branching code, Natural code standard (Collective 
ownership of the code), Team performs  business analysis 
with customer 

 Expected frequent finished coding Code was ready, but they didn’t know how to deliver value 
 Expected frequent deliverables Manual and slow environment configuration and deploy, 

Estimates with story points 
 Expected frequent deliveries Delays because of extra demands 
 Requirements gathering Badly defined requirements 
 Requirements discovery Requirements based on product backlog (Short stories, 

loose goals for the sprint, backlog grooming when story is 
chosen, acceptance criteria to user stories) 

 High-level source code Pair-programming, Cleaning-code, Refactoring during 
stories build 

 Awareness of failures Bugs from previous sprint to correct, Manual and slow 
environment configuration and deploy 

 High-level delivered software Got the team trained for engineering techniques (XP),Test-
driven development, Simple design, Informal code review, 
Manual functional test, Few Bugs, eventual environment 
problems 

 Team awareness of customer Got the team training for agile requirements 
 Customer awareness of team Get the customer trained in agile processes (requirements, 

prioritization...) 
 Confident Customer Physical task board and virtual Kanban, After training, team 

helped defining requirements with customer, Defined 
politics to accept extra demands, Meetings take customer 
attention, Customer knows what fits in a sprint, Customer is 
aware of his role in the process 

Present Sensemaking of work processes Flexible process to define tasks, Team decides when to use 
physical task board, Few metrics (Number of items in the 
sprint, Number of extra items in the sprint) 

 Assertive team Informally Control WIP, Defined politics to accept extra 
demands, Team helps defining requirements, Loose goals 
for the sprint, Stopped using estimates, Team defines tasks 
(No more need to break stories into tasks, Flexible process 
to define tasks), Team decides when to use physical task 
board 

  Defined frequent deliveries Deliver before sprint finishes, Continuous delivery, Short 
stories, Loose goals for the sprint, Backlog grooming when 
story is chosen, Acceptance criteria to user stories, Set 
stories sizes to standards 

 Requirements quality Requirements based on product backlog (Short stories, 
loose goals for the sprint, backlog grooming when story is 
chosen, acceptance criteria to user stories) 

 Efficient coding Devops infrastructure, Automated integration (Ease work 
environment developing its own tools), Fast bugs correction, 
Continuous delivery (Sprints are kept for customer 
awareness) 

 Partner customer Release planning with business analysis (Release planning 
with business analysis, Stories defined based on business 
analysis), Support the customers in his/her business 
(training team to customer development) 

Future Sparkling team Challenges on recycling knowledge (conflicts with team 
members opinions, lost team motivation for learning), re-
collocate team 

 

 The ambidexterity analysis for this team (Table 22) shows – regarding 

performance, adaptability, bridging ties and strong ties – that the team has the same 

perception, and the percentages show good results. Regarding alignment, the null 

hypothesis could not be rejected, which shows the team lacks a consolidated view of 

management alignment with business goals. In the validation presentation we did with 
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the team leader, he explained this result clearly shows his perception: the company is 

experiencing a change in business strategy and the team may indeed feel that there is 

lack of alignment.  

Table 22 - Ambidexterity data for Company D 

 Performance Good 
Alignment 

Bad Alignment Adaptability Bridging Ties Strong Ties 

Disagree 0.0% 0.0% 75.0% 0.0% 0.0% 0.0% 
Neutral 12.5% 25.0% 12.5% 8.3% 16.7% 0.0% 
Agree 87.5% 75.0% 12.5% 91.7% 83.3% 100.0% 
p-value 0.000 0.238 0.123 0.001 0.005 0.000 
Rejects H0 Yes No No Yes Yes Yes 

 

 Regarding project success perception, this team shows the lowest result with 

reduced delivered schedule. In the validation interview, the team leader explained that 

it is because they have always had reduced delivered schedules, since they have 

always been agile, so it was not a perceived benefit. Table 23 presents the values for 

project success perception on this team in comparison with others means and standard 

deviations. 

Table 23 - Projects success perception in Company D 

 Company C Means for 
Other Teams 

Std Dev 

Reduced delivery schedules 3 4.4 0.9 
Increased return on investment (ROI) 5 4.0 0.8 
Increased ability to meet current customer requirements 4 4.0 0.5 
Increased flexibility to meet changing customer requirements 5 4.1 1.1 
Improved business processes 5 4.0 0.9 

 

 In summary, the team in Company D has been using agile methods for six years, 

i.e. longer than the Brazilian average (MELO et al., 2013). Their processes are already 

established and relaxed with the experience of the team. They have a number of tools 

that support a complete automated environment, which is essential to allow continuous 

delivery. The challenge is now working on the team, to regain motivation to continue 

improving. 

5.2.1.6 Company E – Team 1 

This team has been using agile methods since the company started, five years 

ago. They develop and maintain a single product for a few customers. These 

customers are big companies and the team we studied dealt with a customer that has 

a formal process of creating demands. Thus, requirements arrive mostly defined and 

they usually do not change. New tasks may arise because of requirements refinement. 

Delivery schedule is fixed, every two months, with update patches every fifteen days. 
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Over five years, this company has grown and agile practices have been adapted for 

big teams, as described in our experience report published in Walter et al. (2015). The 

company has a team to develop tools to support work processes, which we also 

studied and described in Section 5.2.1.7. 

Figure 24 shows the evolvement of the outcomes that we identified this team 

pursued. As the team began using agile methods some years ago, a number of 

practices have been already established since then. In the past, they focused on agile 

learning and, after that, on sensemaking the work processes. Based on this tailoring 

of agile practices, they later implemented practices to reach comprehension of the 

situation, all of them described on the evidence in Table 24. The team, as in other 

cases that we have studied, started as responsive, with inexperienced developers. 

Over time, they evolved to a confident team and, in the present, we could characterize 

them as an assertive team.  

 

 

Figure 24 - Analysis of agile practices evolvement in Company  E – Team 1 

  

They started adopting agile planning with sprints, which we called expected 

frequent deliverables. However, they soon realized that a continuous flow of tasks 

would be more adequate to their needs (as described in Walter et al., 2015). We 

understood it was applied to get to expected frequent deliveries and, later, to defined 

frequent deliveries. Requirements have always been allowed to change, and now 

practices are being implemented to focus on quality improvement, by involving 

developers on stories definition. Pair programming and review, among other practices 

described in Table 24, contributed to a focus on high-level source code. They have 

experienced awareness of failures when they sensed problems with code integration. 

The investment on tests automation (they have more than 30.000 automated tests) 

shows a focus on a high-level delivered software. They have always had a confident 

customer.  
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In the future – some practices have already begun – evidence shows this team 

is investing on creating a motivating environment to foster a sparkling team. They are 

also planning to invest in test-driven development and other practices to accelerate 

development to get to an efficient coding. Table 24 shows the evidence we found for 

each of these outcomes. 

Table 24 - Evidence for the outcomes identified for the team in Company E - Team 1 

Moment Outcome Evidence 

Past Agile learning Planning with sprints; physical task board and issue tracker 
(sync problems); use pair programming; user stories; 
planning poker 

 Sensemaking of work processes Started pair rotation; ineffective planning (sprint planning 
took too much time, estimates are used for commercial 
commitment, using velocity to adjust estimates just for 
customer); continuous flow of tasks 

 Comprehension of situation Measuring team velocity; using T-shirt sizes for estimation 
 Responsive team Developers focused exclusively on coding; team working 

overtime frequently; requirements defined by the specifier 
with customer (developers not involved in estimation and 
requirements); code review performed only by the coach 
(inexperienced people) 

 Confident team Cross-pair review; stimulation of different pairing 
combinations; tasks usually assigned by the team leader, but 
new ones are allowed to emerge; developers define build 
design with technical leader; no specific format for 
requirements. 

 Expected frequent deliverables Planning with sprints 
 Expected frequent deliveries Continuous flow of tasks 
 Defined frequent deliveries Delivery schedule defined by customer (2 months/15 days); 

deliveries before deadline 
 Requirements discovery No specific format for requirements; identification of 

minimum releasable product; requirements are refined only 
after customer approval; new tasks are allowed to emerge 
during development due to requirements refinement 

 High-level source code Code review by the coach; having an architecture support 
team; pair programming; defining a best-practices checklist; 
people are given time and are encouraged to study coding 
techniques 

 High-level delivered software Automated functional tests; having a team to execute 
manual functional tests; caring for software quality; having 
a team to control branches and releases; attention to bugs; 
little recurrence of bugs 

 Awareness of failures Problems with code integration (spend more time 
integrating than coding); cross-pair review (coach review not 
enough) 

 Confident customer Project manager and specifier close to customer; hardly ever 
delays deliveries; working with IT department to deploy 
solution 

Present Assertive team Flexible WIP size, which allows for pairing “on demand”; 
change in teams structure to reduce team size 
(multifunctional teams, sense of purpose to developers, 
increase team autonomy); high-caliber team 

 Requirements quality Involving developers in requirements elicitation (get people 
to know what to do) 

Future Sparkling team Using gamification to motivate team; more celebration on 
accomplishments 

 Efficient coding Test-driven development; manual end-to-end tests are 
executed by test analyst for complex builds (find bugs 
earlier); reduce the need to give first-level support to 
production; involving developers in requirements elicitation 
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Ambidexterity perception for this team seems to be aligned with all the aspects 

we evaluated, as none of the null hypothesis has been rejected. Besides the 

agreement of the team on the perception of performance, alignment, adaptability and 

ties, the percentages are positive, as shown in Table 24. The only aspect with less 

positive evaluation was adaptability. 

Table 25 - Ambidexterity data for Company E - Team 1 

 Performance Good 
Alignment 

Bad Alignment Adaptability Bridging Ties Strong Ties 

Disagree 0.0% 0.0% 85.0% 6.7% 3.3% 0.0% 
Neutral 7.5% 10.0% 10.0% 43.3% 13.3% 8.0% 
Agree 92.5% 90.0% 5.0% 50.0% 83.3% 92.0% 
p-value 0.000 0.005 0.000 0.000 0.000 0.000 
Rejects H0 Yes Yes Yes Yes Yes Yes 

 

 With respect to project success perception, this team has shown lower 

evaluation scores than the average of the other teams for reduced delivery schedules 

and flexibility to meet with changing customer requirements, as shown in Table 26. 

Table 26 - Projects success perception in Company E – Team 1 

 Company C Means for 
Other Teams 

Std Dev 

Reduced delivery schedules 3 4.4 0.9 
Increased return on investment (ROI) 4 4.1 0.8 
Increased ability to meet current customer requirements 4 4.0 0.5 
Increased flexibility to meet changing customer requirements 3 4.4 1.1 
Improved business processes 4 4.1 1.0 

 

 Analysis of this team has shown lower projects success perception, but good 

results for ambidexterity analysis. This team is characterized by having established 

agile processes and a high level of tests automation, which assures continuous 

delivery to a big customer company. Challenges in agile evolvement are focused on 

creating and maintaining a sparkling team and a more efficient coding activity. 

5.2.1.7 Company E – Team 2 

This team is responsible for applications servers infrastructure and for defining 

the architecture of the main software product sold by the company. Their responsibility 

is also to develop tools to automate the software development work environment (build, 

integration, testing, packaging and deploying). This team consists of experienced 

people with a focus on applying up-to-date technology. Their projects involve a lot of 

experimentation – objectives are defined during the project – and they usually lack 

deadlines. It means that progress is not measured by amount of reported hours but by 

results (commits or running automated tests). 
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Figure 25 shows the evolvement of the outcomes we identified on this team. 

Agile adoption started six years ago with focus on agile learning while using Scrum “by 

the book”. They experienced the sensemaking of work processes by tailoring practices, 

according to the different types of projects they perform. The team evolved from a 

responsive team (with partial autonomy) to a confident team. They started agile 

adoption drawing up sprints, with expected frequent deliverables, and soon realized 

that the continuous flow of tasks would lead them to defined frequent deliveries. They 

clearly have a process of requirements discovery to allow innovation during the project.  

 

 

Figure 25 - Analysis of agile practices evolvement in Company E – Team 2 

 

The software products they develop have a high-level source code, with pair 

programming; but they also have a high-level on delivery, since tests automation has 

been a regular practice since this team was formed. Currently, they have a culture of 

always creating tools to improve – and continuously automate – work environment, 

which lead to efficient coding. 

 With known practices and automation culture, for the future the focus is on the 

team: resolving conflicts, improving communication and providing sense of purpose 

and more autonomy to the team. Table 27 shows the evidence for the outcomes 

described in Figure 25. 

Table 27 - Evidence for the outcomes identified for the team in Company E – Team 2 

Moment Outcome Evidence 

Past Agile learning Adopting Scrum by the book; Used to estimate tasks, 
Manual Kanban, Mandatory pair programming 

 Sensemaking of work processes Virtual kanban (not visible all the time), Demands have 
customized processes, Work processes are more flexible, 
less bureaucratic, No estimation,  no deadlines, Using spikes 
when needed 

 Responsive team Team had partial autonomy to discuss design; Mandatory 
pair programming; Retrospectives are done only when bad 
things happen 

 Expected frequent deliveries Using sprints for planning 
 Defined frequent deliveries Continuous flow of tasks; Progress is measured with 

commits, builds put in alpha test 
 Requirements discovery New tasks are allowed to emerge during build; Demands 

come from several different sources and are prioritized; 
Objectives are refined during the project (use spykes) 
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 High-level source code Deploy was not automated; Refactoring done with regular 
builds; Pair programming 

 High-level delivered software Functional Tests Automation culture; Tests are always 
developed during the tasks; Frequent code commits (more 
than once a day); Continuous automated integration 

Present Confident team Free to identify opportunities for automation; Team is not 
free to change work processes (BUT team suggests 
improvements and conflict happen sometimes); Team has 
partial autonomy to pull tasks; Lack of discipline for TDD; 
Pair programming on demand 

 Efficient coding Culture of automation, creating tools. 

Future Assertive team Little celebration on accomplishments; Improve 
communication to avoid conflicts; Giving sense of purpose 
and autonomy 

 

The ambidexterity analysis has presented good results (null hypothesis rejected 

and positive percentages) for all aspects evaluated, with the exception of good 

alignment, for which the null hypothesis could not be rejected. Table 28 shows the 

data. 

Table 28 - Ambidexterity data for Company E – Team 2 

 Performance Good 
Alignment 

Bad Alignment Adaptability Bridging Ties Strong Ties 

Disagree 0.0% 0.0% 90.0% 0.0% 0.0% 0.0% 
Neutral 5.0% 20.0% 10.0% 20.0% 13.3% 8.0% 
Agree 95.0% 80.0% 0.0% 80.0% 86.7% 92.0% 
p-value 0.000 0.135 0.005 0.002 0.000 0.000 
Rejects H0 Yes No Yes Yes Yes Yes 

 

 Projects success perception on this team shows that greater achievements 

were met with increased return on investment (the only evaluation greater than means 

of the other teams) and that (current and changing) customer demands are met, as 

shown in Table 29. 

Table 29 - Projects success perception in Company E - Team 2 

 Company C Means for 
Other Teams 

Std Dev 

Reduced delivery schedules 3 4.4 0.9 
Increased return on investment (ROI) 5 4.0 0.8 
Increased ability to meet current customer requirements 4 4.0 0.5 
Increased flexibility to meet changing customer requirements 4 4.3 1.2 
Improved business processes 3 4.3 0.9 

 

 We can conclude, thus, that there is good ambidexterity perception on the team 

and projects success perception is mostly equals to or lower than the means of the 

other teams. Established agile practices and technical excellence focus summarize our 

perception of this team’s current situation, in addition to the possibility of developing 

team assertiveness. 
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5.2.1.8 Company F 

Company F is internationally recognized as an agile company which provides 

agile consultancy services and develops software on demand, with offices in several 

countries (3,000 employees in 12 countries and 30 offices). Most customers are in 

foreign countries and, for this reason, teams work remotely. Projects are developed 

with different customers and practices adopted to conduct the process are always 

agile, but with adaptations for each customer’s context. In the project we analyzed, the 

customer is also agile and aligned with the company’s values (i.e. technical excellence 

and continuous delivery). The team develops the front-end application integrated with 

existing Application Programming Interfaces (APIs), developed by other teams in the 

project, which are located in the United States of America. 

The analysis of agile practices evolvement on this team was characterized by 

all practices already established in the past – since the setup of the office in Brazil – 

because of the influence of other offices around the world. Thus, this team is 

recognized as being notably experienced, because they run tests and deliver code in 

production automatically every each hour. Current and future focus is on sustaining 

outcomes with continuous improvement.  

Figure 26 shows the outcomes they have already accomplished and continue 

sustaining, and Table 30 shows the evidence we found. Throughout the interviews with 

this team, as practitioners have wide experience in agile consulting, several comments 

were made on their ability to tailor the development process according to customer 

maturity. They even deal with customers that are not agile and wish to learn with them. 

In this case, they emphasized the importance of investing not only in managerial 

practices (i.e. Scrum), but also in technical excellence (i.e. XP practices and others) to 

allow continuous delivery. 

 

 

Figure 26 - Analysis of agile practices evolvement in Company F 
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Table 30 - Evidence for the outcomes identified for the team in Company F 

Moment Outcome Evidence 

Past Sensemaking of work processes Company is recognized internationally for being agile; 
processes are adapted according to customer context; 

 Comprehension of situation Measuring velocity (number of stories per week); when 
delays happen, team tries to understand why; flexibility of 
work processes (leaving estimates, pairing on demand…) 

 Assertive team Individuals are multifunctional (DEV + QA); tests status 
visible to everyone; developers participate in stories 
definition/breakdown/estimation; informally control WIP; 
working to remove impediments and improve all the time 

 Sparkling team Frequent job rotations; people are free to communicate and 
give new ideas; flexibility of work processes (estimates, 
pairing on demand) 

 Defined frequent deliveries Continuous flow of tasks; task is done when deployed in 
production; stories size is standardized; loose project 
deadlines; operations staff are linked to development staff 

 Requirements discovery Requirements are pre-defined before project starts; new 
requirements emerge during development (stories are 
divided/reprioritized); transparency with product owner; 
implementing fast spikes to support stories definition 

 Requirements quality Integration with other teams; intense communication with 
Product Owner; task is done when deployed in production; 
the team argues about requirements, the team participates 
actively in the creation of the requirements that actually add 
more value sooner 

 High-level source code Pair programming; test-driven development; code review 
(informal but mandatory) 

 High-level delivered software Code in repository is always healthy; critical bugs are rare 
and are solved quickly when they happen  

 Efficient coding Tools integrate communication and automation in work 
processes; continuous integration; collective ownership of 
source code; bugs solved quickly; automated tests (unit, 
integration and acceptance); automated deployment 

 Confident customer Task is done when deployed in production; task is accepted 
when PO has seen it (validates features and updates tasks 
status in the board); loose project deadlines (usually finishes 
before deadline, but delays happen sometimes, which is not 
a problem) 

Present (sustaining outcomes)  
   

Future (sustaining outcomes)  

 

 Only one null hypothesis for ambidexterity evaluation for this team was not 

rejected, the one for good alignment. Tests for the other null hypothesis resulted in 

rejection and with positive percentages. Table 31 shows these results. 

Table 31 - Ambidexterity data for Company F 

 Performance Good 
Alignment 

Bad Alignment Adaptability Bridging Ties Strong Ties 

Disagree 0.0% 0.0% 100.0% 0.0% 0.0% 0.0% 
Neutral 12.9% 25.0% 0.0% 4.2% 4.2% 0.0% 
Agree 87.1% 75.0% 0.0% 95.8% 95.8% 100.0% 
p-value 0.000 0.056 0.000 0.000 0.000 0.000 
Rejects H0 Yes No Yes Yes Yes Yes 

 

 Projects success perception on this team is positive, with greater values than 

the means for other teams for all aspects we asked. Only the evaluation of increased 

return on investment remains similar to the means of other teams. Table 32 shows the 

values. 
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Table 32 - Projects success perception in Company F 

 Company C Means for 
Other Teams 

Std Dev 

Reduced delivery schedules 5 4.1 1.0 
Increased return on investment (ROI) 4 4.1 0.8 
Increased ability to meet current customer requirements 5 3.9 0.4 
Increased flexibility to meet changing customer requirements 5 4.1 1.1 
Improved business processes 5 4.0 0.9 

 

 In summary, the team in Company F has always been agile under the influence 

of other more experienced offices of the company around the world. Thus, agile 

practices have always been established and, currently, focus is on sustaining 

outcomes. Emphasis on technical excellence is also an aspect that we realized in this 

case. Projects success perception is positive, as well as ambidexterity agreement on 

the team. 

5.2.1.9 Company G 

This case shows a situation of agile practices evolvement opposite to the one 

presented in the team from Company F (Section 5.2.1.8). In this case, we evaluated a 

pilot project for agile adoption, in a big state-owned company. This company has 

accomplished CMMI Level 2 in the past (around eight years go) and is now going 

through a top-management initiative to adopt agile methods. In this project, the team 

was working on the implementation of a number of changes in an existing system, with 

an estimated deadline of four months. 

This situation is shown in the agile evolvement analysis: few outcomes in the 

past, and a great deal of them in the present as well as planned outcomes for the future 

(Figure 27). Agile motion is an outcome placed in the past, as it represents the isolated 

initiatives for agile adoption in teams around the country. This agile motion evolved to 

an agile commitment when top-management members placed their focus on agile 

transformation, which is the current situation. During the pilot project, the team is 

accomplishing expected frequent deliveries, with planned sprints. Requirements are 

still gathered as the team lacks the experience to deal with user stories. High-level 

delivered software is a pursued outcome with emphasis on manual testing. The 

bureaucratic structure of the firm leads to the need of counting function points to 

achieve comprehension of the situation. The team is still responsive, with defined and 

separate roles. Regarding customer relationship, customer and team are still getting 

to know each other, which we characterize as “Team awareness of customer” and 

“Customer awareness of team”. 
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Figure 27 - Analysis of agile practices evolvement in Company G 

 

Interviewees agree with the perception that, in the future, the company may 

focus on sensemaking of work processes, replacing Scrum “by the book” (which we 

called “agile learning”) with practices adapted to their contexts. It is the perception that 

everything might be improved (see evidence on Table 33). The focus on creating a 

confident team and on enabling requirements to be discovered is also mentioned for 

future projects. The company is investing in creating an environment for automated 

tests and integration, as well as seeking efficient coding, which is evidence that agile 

priority is a pursued outcome. The evidence for the outcomes we identified is shown 

in Table 33. 

Table 33 - Evidence for the outcomes identified for the team in Company G 

Moment Outcome Evidence 

Past Agile motion Isolated agile implementation initiatives; initiative to create 
an “agile process” (still prescriptive) 

Present Comprehension of situation Count function points at the end of the sprint 
 Agile learning Pilot project; coaching; Difficulty to know how much is left 

to finish the task; product owner is still learning; 
communication in the team is very focused on the 
requirements analyst; implementing Scrum “by the book” 

 Responsive team Developers are still attached to their usual roles; team has 
free access to Product Owner but meetings are scheduled to 
talk to him; Problems with a complex story were not 
negotiated with Product Owner (story was not accepted); 
Scrum Master guides the team; the process tool drives 
decisions in the process 

 Expected frequent deliveries Sprint planning (3-week sprint, sprint backlog set to 30 
points, burndown chart); could not deliver once because of 
a mistake by the product owner 

 Requirements gathering Update use cases during the sprint; difficulty to create small 
stories; “ready” concept still needs adjustments 

 Requirements quality Tests analyst helps requirements analyst defining 
requirements with quality 

 High-level delivered software Manual testing for each task; tester tests beyond the 
acceptance criteria of the task; regression test at the end of 
the sprint; having environments to test and validate; daily 
commit; publication is semi-automatic 

 Team awareness of customer With agile methods developers and testers get to know 
about the business; team defines stories with Product 
Owner 

 Customer awareness of team Requirements analyst helps Product Owner in his activities; 
Product Owner is participative and collaborative; 
transparency with customer to implement spikes with test 
automation 
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 Agile commitment Strong top management support and coaching; deployment 
is bureaucratic (accesses are limited); team was changed 
during the project; people in organization still work in more 
than one project at the same time; Product Owner was 
assigned by top management and did not have knowledge 
about the system; need more training and more coaching 

Future Sensemaking of work processes Feeling that everything might be improved 
 Confident team Trying to stimulate multiple roles in developers; Focus on 

creating a “team value” 
 Requirements discovery Sprint planning, validation is performed for each story, but 

difficulty in accommodating changes in requirements and 
stories size still vary a great extent 

 Efficient coding Continuous integration environment not ready yet; proof of 
concept to implement automated tests 

 Agile priority Company is developing an agile roadmap; focus on changing 
the organizational culture; starting investments in devops; 
starting investments in automation (integration, test and 
deployment); more people needed for working on 
automation; more people need for working with agile 
projects 

 

 Ambidexterity perception data reflect the context of the company, showing the 

team still lacks agreement on bad alignment aspects (null hypothesis could not be 

rejected). For all the others, the Chi-Square tests rejected the null hypothesis (showing 

agreement within the team). Data show percentages for adaptability evaluation that 

reflect that the team does not agree on adaptability capabilities of the company, and 

75% of staff preferred not to express their opinion on the good alignment of 

management systems. Table 34 shows the data. 

Table 34 - Ambidexterity data for Company G 

 Performance Good 
Alignment 

Bad Alignment Adaptability Bridging Ties Strong Ties 

Disagree 0.0% 12.5% 37.5% 66.7% 0.0% 0.0% 
Neutral 9.4% 75.0% 31.3% 33.3% 12.5% 0.0% 
Agree 90.6% 12.5% 31.3% 0.0% 87.5% 100.0% 
p-value 0.000 0.001 0.511 0.000 0.000 0.000 
Rejects H0 Yes Yes No Yes Yes Yes 

 

 Project success perception on this team is positive, and that was mentioned 

during the interviews. Our perception is that, in comparison with the processes that the 

team adopted before the pilot project, the agile processes brought great benefits. 

Quantitative data show this positive evaluation: similar or greater evaluation than other 

teams’ with regard to all aspects, as shown in Table 35. 

Table 35 - Project success perception in Company G 

 Company C Means of 
Other Teams  

Std Dev 

Reduced delivery schedules 5 4.1 1.0 
Increased return on investment (ROI) 4 4.1 0.8 
Increased ability to meet current customer requirements 5 4.0 0.5 
Increased flexibility to meet changing customer requirements 5 4.1 1.1 
Improved business processes 5 4.0 0.9 
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During the validation meeting in this company, which happened two months 

after the end of this project, the Scrum Master and the functional manager commented 

that agile adoption in the company was still very incipient. The feeling was that top-

management decided to adopt agile methods based on external stimuli, rather than 

based on the initiatives of the “agile motion” we identified in the research. They believe 

it frustrates people that were – even isolated – working with agile methods because 

the knowledge within the company was ignored. They also emphasized that the 

outcome “agile priority” is a wishful thinking. It is something that they do not really feel 

as something that is going to happen in near future. 

The case presented for Company G shows a case of a team that is starting with 

agile methods, still learning the practices. The context of a big and bureaucratic 

company imposes some challenges and shows the importance of top-management 

support. Ambidexterity data reflect lack of alignment and adaptability, although project 

success perception is positive. 

 

The individual results we presented here in each of the within-case analyses 

were also presented to the team leaders, as feedback of the research and to evaluate 

our interpretation. The suggestions they gave were considered in the presentation of 

the data. Next section shows the findings of the cross-case analysis. 

5.2.2 Cross-case analysis 

The cross-case analysis forces the researcher to go beyond individual results 

and search for patterns in the data (EISENHARDT, 1989). We performed this cross-

case analysis searching for evidence in the data to confirm or refute the cases study 

propositions (Figure 11 on page 54). 

Our first proposition stated that the team plays a central role in agile software 

development maturity. To evaluate this proposition, we analyzed the team evolvement 

in the maturing processes of the cases. The main evidence for this proposition are the 

cases of Companies C and G, which still had responsive teams and lacked 

ambidexterity perception on their teams (Table 36). It means that both teams which 

still did not feel that they had adaptability to work (essential to enable agility) were also 

experiencing difficulties to become confident. Conversely, one of the best results in 

ambidexterity, Company F, was the only one identified as having a sparkling team.  
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Secondary evidence to analyze this proposition is that, while our definition for 

maturity in agile software development includes standardization and continuous 

improvement of agile practices, our teams have matured over time by increasing 

assertiveness and motivation to learn. We believe this relation shows team’s conduct 

in central to the evolvement of agile work processes.  

Accordingly, we lack enough data to claim that thorough definition and 

standardization of processes (focus on exploitation) grow as agile practices evolve. 

Instead, teams apply some practices to comprehend their situation (e.g. project 

tracking, report work status, simple metrics etc.) but their evolvement is perceived in 

their initiative to improve continuously. We conclude, then, that we have enough 

evidence to confirm our first proposition: the team plays this central role and we 

emphasize that it is supported by an ambidextrous management, as shown in the next 

proposition. 

Our second proposition speculated that teams get mature in agile software 

development by combining exploration and exploitation activities, that is, through 

ambidexterity. This proposition can be verified in our quantitative data. Considering 

that maturity should be related to the success of the projects (MAIER; MOUTRIE; 

CLARKSON, 2012; LEPPÄNEN, 2013), we show in Table 36 the means for project 

success perception on each team and the ambidexterity data for each case. We 

present in this table the percentage of agreement in each team for each aspect. 

Table 36 - Ambidexterity data from all cases 

Team 
Projects 
success 

perception 

Null 
hypothesis 

not 
rejected 

Good 
performance on 

team 

Good 
alignment* 

Bad 
alignment* 

Adaptability* 
Bridging 

ties 
Strong 

ties 

Company A 4.2 0 87.5% 100.0% 6.3% 91.7% 100.0% 95.0% 

Company B 
Team 1 

4.6 2 80.0% 40.0% 80.0% 20.0% 100.0% 100.0% 

Company B 
Team 2 

3.8 3 67.9% 57.1% 57.1% 61.9% 100.0% 94.3% 

Company C 3.4 3 58.3% 16.7% 41.7% 27.8% 88.9% 90.0% 

Company D 4.4 2 87.5% 75.0% 12.5% 91.7% 83.3% 100.0% 

Company E 
Team 1 

3.6 0 92.5% 90.0% 5.0% 50.0% 83.3% 92.0% 

Company E 
Team 2 

3.8 1 95.0% 80.0% 0.0% 80.0% 86.7% 92.0% 

Company F 4.8 1 87.1% 75.0% 0.0% 95.8% 95.8% 100.0% 

Company G 4.6 1 90.6% 12.5% 31.3% 0.0% 87.5% 100.0% 

* Underlined data show null hypotheses which could not be rejected in Chi-Square tests; thus, they do not represent an agreement 

in the team. 
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Ambidexterity evaluation based on bridging ties and strong ties confirmed that 

all agile teams successfully combine these characteristics. Regarding alignment and 

adaptability, the teams with a greater number of non-rejected null hypotheses (i.e., less 

agreement on the team) have the lowest perception of good performance on the team 

and projects success perception mean lower than 4. The teams with none of the null 

hypothesis rejected, presented high perception of good performance on the team 

(close to 90%), high percentages of good alignment; and low percentages of bad 

alignment. Teams with just one non-rejected null hypothesis present a similar situation. 

With respect to adaptability, the teams with none or one non-rejected null hypothesis 

also feel adaptability in management systems (with one exception, for team 1 in 

Company E, which presents a lower percentage). We have not considered the team 

from Company G in this evaluation (note the extremely low values for alignment and 

adaptability) because it represents a pilot project; thus, the perception of the team 

considers a recent and short experience.  

In addition to that, management appeared in the cases and plays an essential 

role in the evolvement of the team. Responsive teams can evolve to confident teams 

when they find space for autonomy. Ambidextrous management is the one that allows 

this autonomy by keeping team alignment with adaptability. A sparkling team could 

only be identified in Company F, one of the best results in ambidexterity. With these 

data, we consider that the second proposition was confirmed. 

The conclusion for the third proposition is subjective, yet evident. This 

proposition stated that the exact set of practices is not pre-defined at each maturing 

stage. It has been confirmed by the lack of pattern among the contexts and practices 

on each team. They started their agile adoption differently and the practices also 

evolved differently. We could not identify maturity stages but we could, however, 

uncover that the outcomes are similar, and a pattern could be identified in the 

progression of these outcomes, as described next in the evaluation of the fourth 

proposition. 

The fourth proposition, which posed that teams evolve in agile development 

starting with agile values, involved customer, planning and requirements; and then, 

later invest in agile coding and agile testing, was not confirmed. As practices and 

contexts are too different among teams, we could not identify this pattern of adoption 

on the teams included in this study: there was not such a sequence of practices 

adopted.  
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However, as a pattern in the outcomes emerged from the comparison of the 

cases, our cross-case analysis uncovered seven categories of pursued outcomes – or 

evolvement threads – and how they evolved on actual agile teams, as shown in Figure 

17 at the beginning of Section 5.2. The categories are: practices learning, team 

conduct, deliveries pace, features disclosure, software product, customer relationship 

and organizational support. We represented them in the Progressive Outcomes 

framework for agile software development (Figure 17). Table 9, Table 12, Table 15, 

Table 18, Table 21, Table 24, Table 27, Table 30 and Table 33 show the variety of 

practices the teams implemented to pursue the outcomes described in this section. 

One could argue that not all the outcomes identified in the cases are included in this 

framework. Indeed, the outcomes Standardization of agile practices, Specialist team, 

Interdisciplinary team, Represented Customer, Third-people supportable software 

were specific to the context and the moment a specific team was experiencing and, for 

this reason, were not included in the general framework. 

This framework represents a non-linear and dynamic, i.e. discontinuous, 

process of agile software development evolvement. In the validation presentation that 

we made with the team leaders, we presented which of the outcomes each team had 

accomplished (in a subjective assessment, presented in APPENDIX H), and it was 

clear that each team evolves in the outcomes that are relevant to their business 

contexts. For example, Company A did not invest in “Agile learning”, as they hired an 

experienced team, and they did not implement initiatives to allow for requirements 

discovery, either. In their business context, the requirements usually did not change 

once they had been defined. Company C had “Comprehension of situation” before 

agile adoption. Company B – Team 1 did not pursue any of the customers’ outcomes, 

as they did not have this need. Company F did not accomplish the outcomes of 

“responsive” and “confident team” before the “assertive team”, as it has an established 

culture based on other mature offices around the world. 

We did not identify stages for agile adoption, neither a predefined sequence for 

pursuing the outcomes. Furthermore, we consider that these outcomes are highly 

volatile and any small change in an aspect may lead the team to take a step behind. 

For example, when a customer changes, outcomes need to be pursued again. When 

a team changes, the same takes place. If technology changes, an efficient coding 

might also be lost. Thus, any tentative assessment based on this framework will be a 
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temporary picture of the dynamic situation teams face in agile work processes 

improvement. 

5.3 Agile Compass: the diagnosis tool 

In Section 4.2.3, we described the pre-evaluation we performed with agile 

practitioners. One of the main types of feedback we received was that the Progressive 

Outcomes Framework successfully described the mechanisms agile teams apply to 

mature, but it lacked clues for teams to identify where they are situated in this maturing 

process (this and other feedback information is described in Section 5.4). 

For this reason, we complemented our main result – the Progressive Outcomes 

framework – with a diagnosis tool to allow the self-assessment of agile teams. We 

name it as the Agile Compass, as the objective is to provide a simple, slack and 

temporary picture of the outcomes a team has accomplished. To create it, we 

consolidated all the evidences across teams for each outcome. The Agile Compass 

was published in Fontana et al. (2015d). 

Each outcome was thus characterized with a short sentence and with two or 

three items in a checklist. Teams should, in a collective meeting (such as in a 

retrospective meeting), identify which items they observe as applicable to their reality. 

If all items in an outcome checklist are marked, we consider the outcome was 

achieved. We suggest that the Progressive Outcomes framework should be printed 

and visually available, with accomplished and desired outcomes highlighted, to 

stimulate constant self-assessment and self-improvement. By being visible to the 

team, the framework may provide information for software engineers to reflect and 

address the need of tools that “encourage sensemaking, critiquing, and the 

identification of new forms of development work” (DYBÅ; MAIDEN; GLASS, 2014, p. 

32).  

Recent research has shown that the stage-based models for agile maturity, as 

we presented in CHAPTER 2, have not been successfully validated and even criticized 

for not embracing the agility characteristics in the software process (GANDOMANI; 

NAFCHI, 2015; GREN; TORKAR; FELDT, 2015). By agreeing with these authors, we 

built the Agile Compass based on empirical data, i.e., reflecting actual agile teams 

dynamics. Our proposal addresses, thus, the need for allowing adaptability with clear 

guidance: teams identify where they are by diagnosing accomplished outcomes and 

discuss their own ways to improve or pursue new outcomes. 
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Table 37 shows the categories, their outcomes and the statements that should 

be used to identify whether outcomes have been accomplished. 

Table 37 - The Agile Compass: a diagnosis tool to identify accomplished outcomes 

PRACTICES 
LEARNING 

 
Agile trial 
The team is trying to use an agile method with empirical learning. Most of the times, not all practices were 
implemented. Benefits are not fully realized. 

   We are learning on the fly 
   We did not realize the expected benefits of agile adoption 
   We are still learning how to deliver value to our customer 
 Agile learning 
 The team is learning the agile method. The method is used "by the book" usually by getting training or 

coaching. Practices are fully implemented, as described in books and tutorials. It is important for the team to 
learn the value of each practice to be able to tailor or even abandon them later. 

   We are following an agile method "by the book" 
   We are getting training or coaching 
   We are working with pilot projects 
 Sensemaking of work processes 
 The team understands agile practices and the value they add. They can now tailor the practices to their 

context and feel confident to be flexible in work processes, without abandoning agility. 
   We learned the agile method and understand the value of each practice 
   We are currently tailoring the practices 
   We feel the work processes are more flexible according to the characteristics of each project 
 Comprehension of situation 
 The team has information about their work processes. Information is simple and usually based on physical 

visibility or simple metrics. They use this information to make decisions and implement improvements in the 
process. These improvements are usually small and incremental. 

   We are able to explain what happens in our work processes 
   We have some metrics 
   We use our understanding to make decisions 

TEAM CONDUCT   
 Responsive team 
 The team needs close leadership to drive activities. They do not have/were given autonomy to make 

decisions. The team does not have the confidence to protect their work, that is, overtime is usual because of 
extra demands. 

   We have partial autonomy to make decisions (about design, technology, project etc.) 
   We feel the need to have the Scrum Master with us most of the time 
   We have weak politics to protect team work 
 Confident team 
 This team still needs the Scrum Master around, but feels confident to make little decisions mainly about the 

project. Their communication is fluent. Changes in work processes need to be approved by management. 
   We are fluent with practices and feel autonomous to make some decisions in the project 
   We know each other and are free to communicate 
   We suggest improvements in the process, but they usually need approval 
 Assertive team 
 This team feels responsible for the project. They also have the autonomy to change the process. They make 

their own decisions and inform management. 
   We have the autonomy to improve our work processes 
   We have the capability to drive our own work during the project 
   We have politics to protect our work 
 Sparkling team 
 This team is focused on technical excellence. They create their work processes, supported by management. 

They need a supportive environment to continue learning and, thus, keep motivated. It is possible to feel the 
focus on constant improvement. 

   We define our work processes and change them whenever needed 
   We feel highly motivated to continue learning 
   We feel leadership supporting the implementation of our ideas 

DELIVERIES PACE   
 Expected frequent finished coding 
 Sprints are planned to finish code and integrate it into the repository. Most of times, functionality is not 

tested yet. The team is learning how to deliver value at the end of the sprint. 
   At the end of the sprint, we have code finished, but we do not deliver it 
   Our sprint size sometimes varies 
   We are not sure of what adds value to our customer 
 Expected frequent deliverables 
 This team identifies the value to be delivered but cannot deliver at the end of the sprint. The environment is 

not fully supportive of agile build and code integration. Testing is usually manual. 
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   We are capable of having functionalities ready to deliver in the end of the sprint, but we do 
not deliver 

   We can identify a minimum releasable product 
 Expected frequent deliveries 
 Deliveries are planned and done, but usually late. Sometimes extra demands appear and the team has to 

address them. Environment is more supportive for automated build and integration 
   We plan our deliveries and do them, usually late 
   Our stories sizes vary 
 Defined frequent deliveries 
 Deliveries are planned and done within the deadline, sometimes before. Stories are usually small. 

Environment supports automated build and integration. 
   We plan our deliveries and do them, sometimes before deadline. 
   Our stories sizes are similar, usually small 

FEATURES 
DISCLOSURE 

  

 Requirements gathering 
 Requirements are defined at the beginning of the project, usually with texts or diagrams. The team does not 

feel comfortable about changes or emerging requirements during the project. 
   We define most of the requirements at the beginning of the project 
   We do not exactly know how to deal with changes in requirements during the project 
 Requirements discovery 
 Requirements are vaguely defined at the beginning of the project; they are detailed as sprints are initiated. 

Changes and emergent requirements are welcome. Spykes might be used for requirements elicitation. 
   We define, in detail, the requirements for the next sprint 
   We are comfortable about changes or emergent requirements 
   We can identify a minimum releasable product in our stories 
 Requirements quality 
 There are clear initiatives to guarantee the quality of the requirements, for them to be in accordance to 

customer needs. 
   We are concerned with whether what we deliver to our customer is exactly what the customer 

needs 
   We endeavor initiatives to improve the quality of the requirements 

SOFTWARE 
PRODUCT 

  

 High-level source code 
 Coding is an important activity and there are initiatives to guarantee the code is clear and robust, using best 

practices available. 
   We care about our code  
   We endeavor initiatives to guarantee our code is fine, such as reviews, refactoring, pair 

programming or others 
 Awareness of failures  
 There are failures in deliveries that need to be treated as soon as possible, and failures happen because of 

problems in development process 
   We spend some time in the sprint correcting bugs from the previous sprint 
   We spend some time in the sprint with issues in code building and integration 
 High-level delivered software 
 There is a concern with the quality of the feature being delivered. For this reason, testing is a priority, either 

automated or not. Also, there is a concern with the integrity of the code in the repository. 
   We see testing as a priority 
   Code is integrated as soon as possible 
   Our code repository is always healthy 
 Efficient coding 
 Coding, integration and testing are performed with an infrastructure that allows agility. The team is 

concerned with removing unnecessary delays in work processes. Devops is a common infrastructure to allow 
efficient coding. 

   We have automated tests, either unit or functional tests 
   Our build and integration are automated 
   We are concerned with removing delays in work processes by automating manual tasks 

CUSTOMER 
RELATIONSHIP 

  

 Team awareness of customer 
 The team is learning how the customer business is and the dynamics of the customer demands. This is the 

reason why their contribution to customer requirements is still incipient. 
   We are getting to know our customer and his/her demands 
   We have partial ability to help customer defining requirements 
 Customer awareness of team 
 It is the learning process of the customer about the team. The customer is getting to know the processes, but 

is not fully used to that. Sometimes it seems there is a lack of trust on the team. 
   Our customer is learning how we work 
   The customer knows what we are going to deliver 
   The customer is not fully comfortable about reprioritizing requirements 
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 Confident customer 
 The customer is confident about the team's work. He believes that the team is concerned about delivering 

what he needs. The customer is usually more flexible about deliveries and is more comfortable about 
reprioritizing requirements. There is transparency between the team and the customer. 

   We assist customer in requirements definition 
   Customer is aware of his role in the process 
   We feel the customer trusts our work 
 Partner customer 
 The customer recognizes the partnership with the team: while he feels the team is committed with his 

business, the team feels the customer as being part of the team. 
   We identify and suggest improvements to our customer’s business 
   Our customer feels as if he is part of our team, with shared responsibility about deliveries 

ORGANIZATIONAL 
SUPPORT 

  

 Agile motion 
 Some isolated teams are starting to work with agile. The company is aware but not concerned about 

acknowledging the process or the results. 
   We see isolated agile initiatives in our company 
   We feel weak acknowledgment of top management about these initiatives 
 Agile commitment 
 Top management decided to implement agile in the company and initiatives are official. There are 

investments with training, coaching, communication and infrastructure for agile transformation 
   There are official agile pilot projects in the company 
   We feel company support (training, coaching or infrastructure) for agile transformation 
 Agile priority 
 There is full support from top management to agile transformation. Departments, roles, teams change to 

support agility. As it is a top-bottom initiative, resistance still appears on some teams. 
   We see that the company' structure (physical and departmental) has changed to support agile 

transformation 
   We feel there is some resistance to change in some teams 
 Agile business 
 Software development companies that are created with agile methods are, usually, agile businesses. The 

company management strategies are focused on people and leanness, not just on software development, 
but on the whole company. 

   Our whole company is recognized as being agile 
   Our teams adopt an agile foundation, but customize the way they work according to the 

characteristics of projects  

5.4 Results Evaluation 

The results of this thesis were evaluated at two different moments. The first was 

the pre-evaluation based on preliminary results, through a survey with agile 

practitioners, described in Section 4.2.3. The second was the evaluation of final results 

performed with individual interviews with agile researchers and practitioners, as 

described in Section 4.3.  

In the pre-evaluation phase, we obtained feedback about the Progressive 

Outcomes framework from 231 agile practitioners. The results of this survey was 

published in Fontana et al. (2015c). The profile of the respondents is presented in 

Table 38. It shows the percentage of respondents for each range of experience in 

software engineering in general and particularly in agile methods. 

Table 38 - Respondents’ profile in the pre-evaluation 

Experience in software engineering (years) 

0 to 3 years 26% 
4 to 10 years 27% 
> 10 years 37% 
Not informed 115 

Experience in agile software development (years) 
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0 to 1 year 40% 
2 to 4 years 38% 
> 4 years 19% 
Not informed 3% 

 

Considering the perception of all respondents, Table 39 shows the percentage 

of agreement, neutral opinion and disagreement with each of the statements evaluated 

by respondents. As the perception of experienced practitioners is relevant when 

evaluating maturity, Table 40 filters responses with the opinion of the ninety-three 

practitioners with three or more years of experience in agile. Highest percentages are 

highlighted in boldface. 

Table 39 - Opinion of all practitioners about the Progressive Outcomes Framework (pre-
evaluation) 

The Progressive Outcomes framework… Opinion Percentage 

…is useful to aid teams to evolve with agile methods Disagree 3% 
 No opinion 4% 
 Agree 94% 
…is useful to define what maturing is in agile Disagree 1% 
 No opinion 3% 
 Agree 95% 
… is easy to understand Disagree 5% 
 No opinion 6% 
 Agree 88% 
… comprises what I believe is required to evolve in agile Disagree 6% 
 No opinion 11% 
 Agree 84% 
… includes unnecessary information Disagree 56% 
 No opinion 29% 
 Agree 15% 
… allows me to identify the current situation on my team/company Disagree 8% 
 No opinion 7% 
 Agree 85% 
… is adaptable to different organizational contexts Disagree 5% 
 No opinion 17% 
 Agree 77% 

Table 40 - Opinion of experienced practitioners about the Progressive Outcomes Framework 
(pre-evaluation) 

The Progressive Outcomes framework… Opinion Percentage 

… is useful to aid teams to evolve with agile methods Disagree 4% 
 No opinion 3% 
 Agree 92% 
… is useful to define what maturing is in agile Disagree 1% 
 No opinion 3% 
 Agree 96% 
… is easy to understand Disagree 5% 
 No opinion 5% 
 Agree 89% 
… comprises what I believe is required to evolve in agile Disagree 12% 
 No opinion 8% 
 Agree 80% 
… includes unnecessary information Disagree 58% 
 No opinion 26% 
 Agree 16% 
… allows me to identify the current situation on my team/company Disagree 16% 
 No opinion 2% 
 Agree 82% 
… is adaptable to different organizational contexts Disagree 9% 
 No opinion 17% 
 Agree 74% 
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 Percentages of responses with agreement, neutral opinion and disagreement 

show accordance when comparing all responses with responses of experienced 

practitioners only. The majority of respondents agreed that the preliminary version of 

the Progressive Outcomes framework was useful to aid teams to evolve with agile 

methods, comprised what they believed was required to evolve in agility, allowed them 

to identify their current situation and seemed to be adaptable to different organizational 

contexts. There was least agreement on the statement which evaluated if the 

framework included unnecessary information. Even though, nearly half of practitioners 

disagreed. 

 In one of the events where we collected data, the questionnaire also had an 

open-ended question asking for comments or suggestions. The consolidation of these 

responses and feedback received after our talks showed that 1) practitioners felt that 

the evolution of organizational context should have been represented in the 

framework5; 2) more evidence was necessary for a team to identify whether an 

outcome was accomplished; and 3) they lacked a clear description of management 

initiatives in the maturing process. 

 Suggestions were included in the second round of case studies: we added an 

analysis of organizational position in agile adoption, for the teams in our sample that 

were within big companies. We also built a diagnosis tool to provide clues based on 

the evidence on how the teams in this study accomplished the outcomes. Finally, we 

included, in the discussion of results, the evidence we found from management in 

mature teams. 

 The second evaluation was performed over the final results, with in-depth 

presentations and interviews with agile practitioners and researchers. Our first round 

of interviews took place during the Agile Trends 2015 conference in São Paulo. We 

performed four presentations followed by semi-structured questions to collect the 

feedback of interviewees. The conversations took forty minutes on average and the 

feedback we received is summarized in Table 41. The interviewees’ comments refer 

to the previous version of the framework in which categories were respectively called: 

practices, team, deliveries, requirements, product, customer and organization. 

 

                                                 
5 The Progressive Outcomes framework version presented in the pre-evaluation was based in the four 
first case studies and, thus, did not include the analysis of the organizational support evolvement.  
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Table 41 - Feedback received in the first round of evaluations – Agile Trends 2015 

Respondent 1 – Director of Product Safety – 17 years of experience in agile methods 

Utility He agreed on the utility of the framework to situate agile teams, and also agreed on the dynamics we represent. He 
commented he would call our result a “competence” – instead of “maturity” – framework. In his company, they use a similar 
tool to evaluate customers’ readiness to adopt agile methods. It helps agile coaches to understand which value could be 
delivered to which customer. He also mentioned our framework represents the complexity of agile teams and would call it a 
tool for “comprehension” and not “evaluation”. To be applicable in practice, the framework should give hints on the “sensors” 
or “metrics” to identify the outcomes. Regarding certification of agile teams, he said it is possible, but he would not recommend 
it.  

Quality He would add two outcomes in the “deliveries” category. One before the ones we proposed, when teams cannot even finish 
code. Another after the ones we proposed, which he called “Scaled delivery”, when teams implement continuous deployment. 
In the “requirements” category, he included the idea of defining hypothesis, instead of requirements, to get to “requirements 
quality”. He made additional comments with respect to naming in categories: the product category could be called 
"technique"; "product" category is more related to "requirements", in his opinion, and the term "practices" seems to be 
confusing. Regarding the figure of the framework, he commented that it does not reflect the complexity of agile evolvement, 
and suggested a format that would not relate outcomes to a sequence (“more art and less power point”). 

Efficacy For him, our results seem to be closer to reality than other models, such as the Agile Fluency6. He understood management 
ambidexterity and recognized it is a concept that makes clear that agile teams, although self-organized, need guidance. He 
agreed the framework seems to be applicable to different contexts. 

Locality He has experience with teams worldwide and recognizes the framework is applicable in other countries. 

Respondent 2 – Scrum Master – 7 years of experience in agile methods 

Utility His opinion is that the framework addresses a government need to choose software suppliers. As government in Brazil is widely 
adopting agile methods, our results would be useful to aid in the assessment of a company to supply software to government 
projects. He emphasized it would not be done with a certification – certification is not applicable to agility – it would not be a 
ranking, but an assessment of the current situation, to meet a specific need. He also saw utility for the self-evaluation of the 
team. A Scrum Master could use it to show teams where they are, how they evolved, where they could go, as an essential 
movement towards continuous improvement. He also recognized our results as providing a basis for the awareness of the 
transformations in organizational structures and leadership styles. He sees that future studies could use our framework as a 
basis to deepen the organizational mechanisms for agile transformation. 

Quality He commented that maybe we could make improvements on a few terms. In his company, for example, they do not work with 
requirements, but with hypotheses, and it does not appear clearly in the "requirements" category. 

Efficacy For him, the framework represents the complexity of an agile team, mainly when we make clear that is a temporary picture, 
such as the financial situation of a company. He understands that our result is a set of principles, and not a model. These 
principles might be followed with different models (which define the shape). Thus, he considers that our purpose fits different 
organizational contexts. 

Locality He commented he has experience in South America and, in such context, the framework seems to be applicable. 

Respondent 3 - Agile Coach and Trainer – 9 years of experience in agile methods 

Utility He found it interesting that we have formalized a concept of maturity specific to agile methods, in opposition to current 
established reference models. He also added that the framework would allow each individual (from team members to 
managers) to look at the “map” and identify how one sees a team's outcomes. It would be excellent for an agile coach to 
understand the situation of the company, and identify the outcomes where work should be focused on. He commented the 
framework is big for a team to be able to self-evaluate, it is a job that could be done with a coach, using a team exercise. For 
him, the sequence in which we placed the outcomes may aid teams to identify the next steps. Regarding certification, he 
commented that a maturity tag would be interesting, but he thinks it is impossible, given the complexity of the dynamic of 
agile teams. He also sees that an interesting future study could identify the paths that different companies – in their specific 
contexts – take in agile evolvement. 

Quality He commented that the framework does not clearly show software product metrics. For him, these metrics are input to 
requirements discovery. He also commented that the term “requirements” should be changed. Based on his experience, in 
agile methods, people do not define requirements, but hypotheses. However, he also added that it is hard to change, because 
people in the field are used to this term. He mentioned that naming the “practices” may be confusing with respect to what 
they mean and also suggested that we could make clarify the continuous improvement dynamics in the framework. He said 
that a low-maturity team would not continuously improve their own work, because it is a characteristic of more mature teams. 
He thinks it could somehow appear in the framework. 

Efficacy He agreed that our results effectively represent what and how maturity is in agile software development. He also commented 
that he agrees that the framework suits different contexts. 

Locality Based on his experience, the framework seems to be applicable to contexts in other countries, even different cultures, e.g. 
India.  

Respondent 4 – Agile Coach – 4 years of experience in agile methods; and  
Respondent 5  – Researcher – 2 years of experience in agile methods 

Utility Respondent 4 commented on the utility for the company – considering its own context (restrictions and wishes) – to draw a 
target of where to go in agile transformation and experiment a diversity of practices. Then, the company could identify whether 
the outcomes were accomplished. Besides, he believes that our results would make agility and its adoption tangible for 
inexperienced teams. For him, the framework brings to light the dimensions involved in agile transformation. Respondent 4 
and Respondent 5 agreed on the utility of the framework to evaluate a team. He said it is great to give feedback to the team 
with respect to where they stand. It allows them to know what the next step is, and what the team needs to achieve it. He 
commented he tried to create a similar tool for evaluation of teams. Regarding certification, Respondent 4 mentioned that it 

                                                 
6 Agile Fluency is a four-stage model for agile adoption, proposed by Diana Larsen and James Shore: 
http://martinfowler.com/articles/agileFluency.html  
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would be bad: it leads to stagnation; he also mentioned the commercial purpose of selling certificates and the search people 
do for the tag rather than for the improvement itself. Respondent 5 saw the framework as the beginning of a theory for 
evolvement in agile transformation. 

Quality Respondent 4 commented that our framework requires experience in knowing the meaning of each outcome to be used. 
Inexperienced individuals would not be able to understand it. Respondent 4 commented that, at first sight, the "Practices" 
category was a little confusing because practices should be spread all over the other outcomes. Besides, the "requirements" 
category does not make it clear what the difference is between "quality" and "discovery". Still as regards understanding of 
outcomes, Respondent 5 commented that the teams' category lacked "high performance". The layout of the outcomes gave 
Respondent 4 and Respondent 5 a sense of sequence, of levels in accomplishing the outcomes. Respondent 5 understood that 
it is a sequence, but not necessarily a linear one.  

Efficacy Respondent 4 commented that the framework is adaptable to different contexts. Teams of different companies could see the 
map and identify where they are and how to get to outcomes in their contexts. 

Locality Not evaluated. 

 

The second round of interviews was performed during the XP 2015 conference, in 

Helsinki. By applying the same method we used in the first round, we performed six 

presentations, followed by an interview with semi-structured questions. Each 

discussion took one hour on average, and their perceptions are summarized in Table 

42. Similarly to the comments in Table 41, the interviewees’ comments from XP 2015 

refer to the previous version of the framework in which categories were respectively 

called: practices, team, deliveries, requirements, product, customer and organization. 

Table 42 - Feedbacks received in the second round of evaluation – XP 2015 

Respondent 6 – Norway – Researcher – 3 years of experience in agile methods 
Respondent 7 – Brazil – Researcher – no experience in agile methods 
Respondent 8 – Brazil – Functional Test Lead – 2 years of experience in agile methods 

Utility Respondent 6 finds the results help systematize some ad-hoc perceptions researchers have when studying agile teams. She 
told a story about a company in Europe where she and her colleagues went for evaluation of the process. She identified, in 
this case, all of the categories we presented in the framework. However, at the time of their study, they did not have a 
systematic procedure to organize their observations. The framework could help on that. Respondent 6 also added the 
framework is a useful tool for consultants to make an initial assessment of the company. They could identify categories where 
attention should be focused on for agile improvement. Respondent 7 agreed with her opinion, saying that the framework 
brings “awareness” of what will be faced in agile evolvement. Respondent 7 also added that the framework could help teams 
to identify their current situation. 
From the research point of view, they commented that our results do not deepen the analysis of each category. Thus, the 
framework provides room for future research. For each category, theories from other fields and more empirical data could be 
collected. Some questions that remained open were about the utility of the framework to different roles, such as project 
managers, Scrum Masters, low-maturity teams, high-maturity teams, developers, etc. In addition, the questions we asked led 
to a discussion on how the result could be used by a company that is about to start agile transformation. 

Quality According to Respondent 6, the name of the thesis, “maturity in agile software development”, does not attract people’s 
attention. The software community in Europe does not appreciate maturity models. Certifications, for example, are not their 
interest. Respondent 7 suggested it is an “evolvement” model, instead of a “maturity” model. Regarding the content of the 
framework, they said they wished they had clearly seen in our outcomes: autonomy, individual knowledge, commitment and 
self-managing in the team category; quality and tests issues; measurements and definition of done.  Sabrina also added that 
the framework could also have provided more clues on which outcomes should be pursued. Regarding the completeness of 
the model, they suggested that the influence of practices in outcomes could more deeply analyzed. 

Efficacy Respondent 6 identified in the framework one of the teams she studied in Poland. Respondent 8 could also map a team she 
worked with in Brazil. Respondent 6 and Respondent 7 commented they appreciate our proposal for fast and small cycles of 
improvement. Respondent 7 added that she is working on an agile transformation in a company in the south of Brazil and they 
were looking for a step-by-step to implement agile. They arrived to the same conclusion as we did in our study: there is no 
such a thing as a unique path of implementation. 

Locality Respondent 6 identified the team she studied in Poland, evidence that maybe the framework is applicable in other countries. 
Their main comment with regard to locality was that the importance of the framework as a support for agile transformation is 
more intense in Brazil, as it is a country that is beginning agile adoption. Europe has another reality and, for consultants there, 
maybe the framework does not add anything new. Besides, maturity certification in Europe is not a topic of common interest. 

Respondent 9 – China – Agile Coach – 5 years of experience in agile methods 

Utility His first comment was on the possibility of using the framework with a team to evaluate their situation. He commented that 
in his company they have a real need. They have no idea of the maturity level of their 41 Scrum teams. He would like to have 
a quick scan to understand how many teams are immature, mid-level or mature. 

Quality He said the framework has observable results, helps see the gaps but does not show how to improve. “Seeing is ok, but so 
what?”, he said. He understands it is a challenge, because a prescription for one team may not apply to another. But managers 
always ask: “can you help me move to the next level?” He said that consultants cannot tell managers they have to experiment 
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endlessly. Regarding the understanding of the dynamics, he agrees with the temporary picture the framework provides to 
maturity. He had difficulty in understanding the difference between delivery and product. He said he wished the framework 
had addressed team culture and team dynamics more clearly. He also suggested we should provide links between the 
outcomes, showing the dependences among them. 

Efficacy He identified one of the teams he was working with, confirming the suitability of the framework to different contexts.  
Locality He told us that the framework seems to be suitable to a Chinese team he evaluated. 

Respondent 10 – Denmark – Agile Coach – 15 years of experience in agile methods 

Utility He thinks that the framework is useful for teams to find out where they stand. For the team, the value lies in the discussion 
that could be fostered by a diagnosis using the framework. His opinion is that discussion is more important than the framework 
people are discussing over. Maybe by using our framework the team would think and discuss about things they would not 
otherwise. 

Quality In general, he said the framework reminds him of TPI - Test Process Improvement7 and also tried to compare team category 
with Tuckman's stages of team evolvement (TUCKMAN, 1965). He likes the idea of not having a ranking and the outcomes 
made sense to him. He believes that using the framework in practice would lead to discovering other outcomes. He also added 
a comment on the ambidexterity concept. He said that he identifies it in a context where you make it more flexible sometimes 
by constraining a situation. Continuous integration, for him, is a good example of defining rigid rules on how the code is handled 
and released. However, it leads to more flexibility and doing things faster. “The magic lies in the balance”, he said. 

Efficacy He thinks the framework shows good empirical results and one good way to improve it is by starting to use it. He thinks one 
organization could add a few outcomes, another could add different ones. He thinks that maybe there might be differences in 
the product category if the team work with different products, such as UX (User Experience) software. 

Locality He said that the framework should be open in order to be tailored to each organizational context. 

Respondent 11 – Norway – Researcher – 9 years of experience in agile methods 

Utility He kindly asked to refer to our conversation as a discussion on the research work, instead of an evaluation. He found value in 
our results as empirical work that would be useful to compare with similar work in other countries. On the other hand, he 
considered the framework as huge. He suggested we should consider, in future work, focusing on in each dimension as a 
research topic. More mature research fields provide theories and evidence that could be compared to our result. 

Quality His opinion is that the framework is quite broad. Each of the categories could be treated as a whole research study. For 
example, in the team category, there are plenty of theories that explain team evolvement. Also for organizational evolvement, 
he mentioned the Enterprise Agile studies. He added that, for a large-scale scope, it seems that some extra challenges could 
be added to the framework. 

Efficacy He finds the list of categories relevant for agile maturing. He said it is easy to recognize key challenges and main topics. He also 
commented that we did not find stages of evolution perhaps because we do not have enough data. He mentioned 
organizational ambidexterity as a relevant topic, which he and his colleagues are interested in relating to scaling agile methods. 
He added that in his research he recognizes some of the descriptions we made of the framework, such as losing outcomes 
when a team member leaves the team, for example. 

Locality He sees agile maturity in his context similarly to some of my conclusions; for example, mature teams customize and leave 
some agile practices. However, he did not provide clear evidence of their applicability to the Norwegian context. 

Respondent 12 – Norway – Researcher – 20 years of experience in agile methods 

Utility His opinion is that the results we presented are broad and analysis of each of the categories could be deepened. For example, 
just for team and organization, there would be research work for a whole lifetime. There are a number of future research 
studies that could be drawn up from these results. 

Quality His first comment was that we should be careful about the terms “maturity” and “process improvement” because they have 
been contaminated by CMMI concepts. It might create some communication problems. He also commented that the word 
“agile” seems to be contaminated. People think that to be agile one has to implement a list of practices. Then, he prefers to 
use, for example, the term “flexibility”. He also said there is nothing wrong with the framework but there is the challenge of 
going further with enough detail. For example, sensemaking, ambidexterity, team and organizational theories could be used 
as lens to explain maturing in agile. He added that, in general, the framework is good. However, he thinks that if he analyzed 
each of the outcomes in detail, he might disagree on some points. 

Efficacy His opinion is that we covered a lot of ground in the framework, maybe too much. Each of the categories, according to him, 
could be a field of study. Nevertheless, he said he sees connections among outcomes and also cannot see maturity levels, as 
our purpose. 

Locality He has been studying ambidexterity for a long time and he recognizes it in agile teams. However, he did not provide clear 
evidence of the applicability of the framework to the Norwegian context. 

Respondent 13 – Italy – Researcher – 12 years of experience in agile methods 

Utility From the practical perspective, she thinks our results help teams to understand where they stand. For her, somehow the way 
we presented the categories gives teams an idea of where to go. She thinks that it would be useful to identify profiles of the 
cases and the paths they took for improvement. She said that maybe we could suggest, for specific contexts, paths of 
improvement (a list of practices, for example), based even on one case. It provides a starting point for other comparative 
studies. 

Quality She said that, based on our empirical result, we could suggest potential levels for improvement, so that teams know where to 
go next. Academically, she would like to know the logic behind the categories. “Aren’t there other important dimensions that 
are not covered in your results?”, she asked. It is fine that dimensions are emergent from data, but she would like to see a 
level above and what these dimensions suggest selecting, for example, a higher level of abstraction. Maybe in a higher level of 
abstraction influences among categories could emerge. She also mentioned that the “organization” category seems to be at 
another level of analysis. It seems to be something that influences maturity but is not directed related to it, as the other 
categories. It would keep the analysis level consistent. 

                                                 
7 Andersin, J. 2004. TPI – a model for Test Process Improvement. Seminar on Quality Models for 
Software Engineering, Helsinki. Available at http://goo.gl/9JSFUQ 
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Efficacy She agrees that maturity in agile is a temporary picture, in the sense that changes in environment make maturity change. She 
said it is a “realistic picture of reality”. 

Locality She said the results look familiar to her, considering the teams she studies in Europe. She said we are talking about culture, 
national culture. However, many times, company culture, team culture and professional culture – especially developers’ 
culture – influence more than national culture. Therefore, she said that, based on her experience, it does not seem that a 
Brazilian agile developer is so different from an Italian agile developer. 

 

The discussions on the results of this study provided us with a grounded perception 

of our contributions and limitations. To sum up, the answers we described in Table 41 

and Table 42 showed us that our research work: 

 Regarding utility in practical perspective: it is useful for teams to situate 

themselves through guided discussions and for consultants to understand the 

teams they are working with. Certification seems to be an interesting topic in 

Brazil, but it does not seem possible, given the dynamic of agile maturity; 

 Regarding utility in research perspective: it is useful to systematize observation 

of agile teams. Future work should consider identifying paths of accomplishment  

of outcomes in different organizational contexts; 

 Regarding quality in practical perspective: it should consider refining naming 

and clarifying the meaning of categories and outcomes. We have actually 

reviewed categories’ names in the framework, and results presented in this 

section already consider reviewed naming; 

 Regarding quality in research perspective: it should suggest future studies with 

1) more empirical research to confirm the outcomes; 2) more empirical work to 

map influence among practices and outcomes; and 3) in-depth description of 

the categories with theoretical foundation from other fields of study; 

 Regarding efficacy: the concepts and dynamics we proposed seem to suit 

reality; 

 Regarding locality: we do not have enough evidence to confirm it is applicable 

in other countries. However, our results are clearly suitable to Brazilian and 

similar contexts. 

Next section presents our discussions on the findings. 
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CHAPTER 6. DISCUSSIONS 

We had two specific objectives in this thesis. The first was to define maturity in 

agile software development; and the second was to investigate the mechanisms that 

teams apply to mature in agile software development. This section discusses the 

results, as well as presents the concerns about the validity of the research. Figure 28 

summarizes the contents of this chapter and contextualizes it with the previous and 

the next ones. 

 

Figure 28 - Contextualization of Chapter 6  

 

6.1 Definition of agile maturity  

Our first research question aimed to investigate what maturity is in agile software 

development, and we have proposed such a definition based on practitioners’ 

perceptions. As the Agile Manifesto (BECK et al., 2001) is an established reference for 
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agile values and practices, a comparison of the principles presented in the agile 

manifesto and the elements of our definition of maturity is shown in Table 43. 

Some of the principles of the Agile Manifesto were not addressed by our definition 

of maturity, such as delivering working software frequently, integrating business people 

into the project, having working software as a measure of progress and simplicity at 

work. On the other hand, our definition adds two elements to the issues previously 

addressed in the Agile Manifesto: standardization of agile practices and management 

of source code and tests by using tools, methods and metrics. It seems that 

practitioners perceive the importance of having an alignment of agile practices when 

scaling adoption and having tools, methods and metrics to manage development to be 

not just agile, but also mature in agile software development. 

Table 43 - Comparison of the definition of maturity with the Agile Manifesto principles 

Principles of the Agile Manifesto (BECK et al., 2001) Elements of the definition for agile software development maturity 

Our highest priority is to satisfy the customer through early and 
continuous delivery of valuable software. 

The team generates perceived outcomes for customer and cares 
about customer and software quality. 

Welcome changing requirements, even late in development. Agile 
processes harness change for the customer's competitive 
advantage. 

The team allows requirements to change. 

Deliver working software frequently, from a couple of weeks to a 
couple of months, with a preference to the shorter timescale. 

- 

Business people and developers must work together daily 
throughout the project. 

- 

Build projects around motivated individuals. Give them the 
environment and support they need, and trust them to get the job 
done. 

The team collaborates on projects by being committed and 
supported by an infrastructure for agility. 

The most efficient and effective method of conveying information 
to and within a development team is face-to-face conversation. 

The team collaborates on projects by communicating and sharing 
knowledge 

Working software is the primary measure of progress. - 
Agile processes promote sustainable development. The sponsors, 
developers, and users should be able to maintain a constant pace 
indefinitely. 

The team self-organizes at a sustainable pace. 

Continuous attention to technical excellence and good design 
enhance agility. 

The team cares about software quality. 

Simplicity - the art of maximizing the amount of work not done - is 
essential. 

- 

The best architectures, requirements, and designs emerge from 
self-organizing teams. 

The team self-organizes at a sustainable pace. 

At regular intervals, the team reflects on how to become more 
effective, then tunes and adjusts its behavior accordingly. 

The team continuously improves agile practices 

 

Although we have proposed our definition of maturity before we discovered the 

outcomes in the case studies, we are able to relate the definition elements to the 

categories of outcomes, as described in Figure 29. For example, in the second line of 

Figure 29: to have a team that collaborates on projects by communicating and being 

committed, that shares knowledge and self organizes at a sustainable pace, our 

investigation has shown that teams evolve from being responsive to a sparkling 

outcome. This evolution experiences intermediate outcomes, such as being confident 
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and assertive at work. Similarly, for the other elements of the definition, we show how 

the progressive outcomes provide support in Figure 29. 

 

Figure 29 - Relating the definition for maturity with the Progressive Outcomes framework 

6.2 Neither stages, nor prescribed practices 

Our definition, as well as the framework we proposed, places an emphasis on the 

importance of people. This central role people play in software development is 

reinforced by studies which show that increasing processes definition is hard to sustain 

and, as time goes by, people end up working with a minimum process (COLEMAN; 

O’CONNOR, 2008), as software development staff focus on having the job done 

(ADOLPH; KRUTCHEN; HALL et al., 2012). There is plenty of evidence that, with agile 

methods, teams tailor their practices according to their contexts (CESARE et al., 2010; 

ARMBRUST;  ROMBACH, 2011; SHEFFIELD; LEMÉTAYER, 2012; KIRK; 

TEMPERO, 2012; BUSTARD; WILKIE; GREER, 2013) and processes definition, 

therefore, is secondary. 
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For this reason, our results run counter initiatives that invest in maturing agile 

teams and organizations with the implementation of the CMMI-DEV reference model 

(as shown in CHAPTER 2). We consider these initiatives valuable if there is no concern 

about sustaining agility and agile values such as self-organization, simplicity and 

adaptability. On the other hand, if teams wish to maintain agility, they cannot rely on 

these reference models. Currently published agile maturity models presented in 

CHAPTER 2 already address this issue by proposing other means to mature in agility. 

What our study adds to the current body-of-knowledge in agile maturity is that 

context dependence hinders the possibility of prescribing practices. Our theoretical 

foundation has shown that agile software development teams are complex adaptive 

systems. In this kind of systems, potential, creative, novel solutions emerge when the 

system is left to self-organize. That is, detailed codified routines hinder the emergence 

of optimal results. Our investigation of agile teams confirmed this lack of pattern in the 

adoption of the practices.  

There is evidence in previous studies in the agile software development maturity 

field regarding the inapplicability of prescribed practices. In the model proposed by 

Sidky et al. (2007), for example, a set of practices was defined for each maturity level 

but, on the validation of the framework, practitioners have pointed out that there is a 

need for tailoring and considering the experiences of organizations. Kettunen (2012) 

had a similar conclusion, and so did the survey performed by Schweigert et al. (2012). 

Our survey has also indicated that agile practitioners believe that following a maturity 

model is valuable only if space is left for tailoring (FONTANA; REINEHR; MALUCELLI, 

2014). 

Accordingly, we could not identify a standardized sequence of adoption of the 

practices, i.e., a team implemented a practice such as “test driven development” in the 

beginning of agile adoption, and another team did that at a later moment. Figure 29 

does not show stages or processes to be implemented. The evolvement of the 

practices in an agile team is a non-linear and dynamic process, in which we could 

identify a pattern in the outcomes pursued by the team, but not in the exact practices 

they endeavor to accomplish each outcome.  

Indeed, complex adaptive systems work within boundaries, which constitute their 

attractors, but the exact form the system presents inside these boundaries cannot be 

predicted (STACEY, 1996). The outcomes in our framework represent the boundaries, 

and the practices to accomplish them should not be prescribed. It complies with the 
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equifinality for the development of dynamic capabilities, that is, although there are 

commonalities across firms, there are multiple paths to the same dynamic capability 

(EISENHARDT; MARTIN, 2000).   

The Progressive Outcomes framework we present here (see right-hand side in 

Figure 29) proposes, therefore, a “semi-structure” for the maturing process, contrasting 

with the current agile maturity models (NAWROCKI; WALTER; WOJCIECHOWSKI, 

2001; LUI; CHAN, 2005; SIDKY; ARTHUR; BOHNER, 2007; QUMER; HENDERSON-

SELLERS, 2008; PATEL; RAMACHANDRAN, 2009; BENEFIELD, 2010; YIN; 

FIGUEIREDO; SILVA, 2011; ÖZCAN-TOP; DEMIRÖRS, 2014): there are neither 

stages, nor prescribed practices. It considers that software process improvement is 

indeed a process of emergent change, enabled and constrained by the context 

(ALLISON;  MERALI, 2007). The emergence of the practices “is not simply a random 

process, but something that occurs to achieve an intended vision where the detail of 

that designed future is not fully understood at the time of the action” (Ibid., p. 678). This 

intended vision is what we named as pursued outcomes. 

6.3 Management ambidexterity 

 When evolving to accomplish the outcomes, using whichever practices they feel 

like, teams also develop ambidextrous abilities. Ambidexterity – capacity to be 

simultaneously aligned and flexible (GIBSON; BIRKINSHAW, 2004) – reflects maturity 

in agile software development. Even before Agile Manifesto, Dybå (2000) already 

identified that some of the key factors for successful software process improvement 

were “exploitation of existing knowledge, and exploration of new knowledge” (DYBÅ, 

2000, p. 259). In a study in small software development companies he warned “we 

should pay more attention to the inherent tensions between discipline and creativity, 

diversity and consensus, and knowing and doing, to mention just a few” (DYBÅ, 2000b, 

p. 87). At that time, he identified this ability in combining a strong skill base with 

experimentations as “improvisation”. 

Studies in the agile software development field have responded to this claim by 

showing benefits in combining these dual forces of exploration and exploitation 

(MARCH, 1991). For example, the importance of preserving the disciplined practices 

when adopting agile methods (BOEHM; TURNER, 2004), as well as the established 

trend to combine plan-driven and agile characteristics in a single project 

(BASKERVILLE; PRIES-HEJE; MADSEN, 2011). The synchronization of exploration 
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and exploitation has already been observed in agile teams dynamics (VIDGEN; 

WANG, 2009), and ambidexterity, likewise (RAMESH; MOHAN; CAO, 2012; 

FONTANA et al., 2015b). Even on the behavior of agile practitioners, a duality has 

been realized: serious professionals with a free-spirit and joking behavior (HAZZAN; 

LERON, 2010).  

Our findings provided evidence that mature teams are also ambidextrous. In 

accordance with the fact that there is not such a unique recipe for ambidexterity 

(GIBSON; BIRKINSHAW, 2004), our Progressive Outcomes framework considers this 

need to allow for ambidexterity development by defining the outcomes the team may 

pursue – the alignment – simultaneously making room for the team to implement the 

practices according to their contexts – the adaptability. Experimentation is essential 

and failure should be seen as “a natural part of process improvement" 

(ABRAHAMSOON; BABAR; KRUTCHEN, 2010. p. 22). 

Our complementary study on ambidexterity (FONTANA et al., 2015b) has 

provided insights on how to accomplish it and evidenced the importance of 

management action to guide the team throughout the maturing process. We identified 

two main management strategies 1) exploiting enough to add value to the customer 

and the team; and 2) processes automation and results visibility. “Exploiting enough”, 

in the first strategy, means defining a minimum alignment on the team and leaving 

space for action. For example, roles are established, but the atmosphere is friendly; 

customer has expected and defined outcomes, but also has a relationship with the 

team based on trust. For the second initiative, we observed that automating processes 

– exploitation – generates data. These data, visible to everyone in team, foster informal 

and close communication – exploration. One of the worries companies have when 

adopting agile methods is the lack of managerial control (MELO et al., 2013b). We 

believe that what they fear to lose is their exploitative control. Our studies provide 

evidence that mature agile management is exploitative and also exploratory, keeping 

alignment but also fostering the adaptability that agile teams need.  

6.4 Outcomes and maturity 

Based on our definition of maturity in agile software development (FONTANA et 

al., 2014b) and on the observations made in the case studies (FONTANA et al., 2015), 

we propose that the outcomes accomplished by mature agile teams are the ones 

illustrated by Figure 30.  
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Figure 30 - Outcomes on a mature team 

 As for practices learning, the team has the ability to make sense of work 

processes, focusing continuous action in tailoring and improvement. This 

is performed through a comprehension of the situation based on 

observations and metrics, as shown in Walter et al. (2015). Teams lack 

the need to follow predefined processes, but management plays an 

essential role here in enabling the collective perception of purpose and 

allowing collective decision-making. We have described some of these 

strategies when studying ambidextrous management in Fontana et al. 

(2015b). 
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 In team conduct there is assertiveness. The improvements made in the 

process are mostly proposed by the team. This team also sparks in the 

sense that motivation is sustained and perceived by a continuous focus 

on learning and technical excellence. Reflective practice is essential in 

this evolvement. According to Dybå, Maiden and Glass (2014), software 

engineers must engage in reflections about the effectiveness of the 

process, tools and issues involved in software engineering experience. 

This seems to be essential in agile maturity, since stable processes do 

not mean stable motivation (WALTER et al., 2015). 

 Regarding deliveries pace, the team is able to deliver frequently, on time. 

The frequency of delivery does not matter. We had in our study teams 

that delivered on an hourly basis and teams that delivered on a monthly 

basis. They were both mature in the sense that they planned frequent 

deliveries and could actually do them. It should be noted that some teams 

adopt a lean-way to deliver, leaving sprints and adopting a continuous 

flow of tasks (WANG; CONBOY; CAWLEY, 2012). Even with a defined 

delivery date to the customer, tasks assume a continuous flow in the 

system. 

 Features disclosure is performed with discovery of requirements during 

the project. Teams that accomplished this outcome have the ability to 

define stories (or pieces of requirements) to be delivered without change. 

However, if new issues emerge during development – and are 

recognized as priority – they are accommodated in the current sprint. It 

seems to be associated with the outcome of Confident Customer. The 

dynamics of allowing requirements to emerge and the changes new 

requirements trigger in prioritization of deliveries are supported and 

endorsed by a confident customer. 

 A high-level software product is the value added to the team, an essential 

stakeholder in agile projects (ABRAHAMSSON; BABAR; KRUTCHEN, 

2010). Mature agile teams emphasize technical excellence. They have – 

and “sparkle” for – high-level source code, high-level delivered software 

and efficient coding. They have informal and disciplined processes to 

assure software quality. The infrastructure for development is essential 
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to accomplish this outcome, and it is closely associated with the 

outcomes in the Organizational support category. 

 In the relationship with the team, the customer must be confident. The 

customer provides support for frequent deliveries and requirements 

discovery. It became clear in the research that a team achieves a 

confident customer after a process of getting to know each other. The 

outcome in this category only applies to cases where the customer 

remains the same in different projects. Otherwise, there is always a new 

customer, and always a new acknowledgement process to start. 

 Organizational support is essential for the agile evolvement process. 

Particularly in traditional companies, the evolution of the engagement of 

the organization is essential to provide the infrastructure the team needs 

to evolve their outcomes; thus, agile must be a priority. Although we have 

not explicitly investigated the organizational aspects on the teams in 

small companies, some of them are clearly in the "agile business" 

situation, because these companies were created to be agile. Here, there 

is a subtle intersection with the known extensions of agile values to 

management and Information Technology in general, as expressed in 

Dening (2010) – the Radical Management, and Bell and Orzen (2011) – 

the Lean IT. In big companies, when extending agile to business is not 

possible, we believe maturity is also possible when the outcome Agile 

priority was accomplished and strategies for coexistence with traditional 

management have been adopted (as described in WAARDENBURG; 

VLIET, 2013). 

None of these outcomes can be pursued and accomplished without effective 

management (MELO et al., 2013b). Such management has the ability to keep a team 

aligned and at the same time flexible enough to reach outcomes. This ability is present 

in day-to-day decision-making and it seems to be strongly founded on concrete visibility 

of the current situation. This visibility allows the emergence of emotions that make 

people make sense of this situation. The use of simple metrics is essential to quickly 

understand the real situation and avoid making decisions based on assumptions. 

Simple metrics provide fast data to take simple actions that create visibility. The cycle 

then restarts. Figure 31 shows this management strategy, which has shown to be 
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effective in ambidextrously managed agile teams. The case described in Walter et al. 

(2015) shows examples of management actions in each of the steps in this cycle. 

This cycle empirically applies Daniel Kolb's cycle of experiential learning, 

presented by Dybå, Maiden and Glass (2014) as a tool for reflective practice. His cycle 

comprises four stages: the first – concrete experience – is the actual experience to 

deal with situations; next comes the reflection and observation of the experiences from 

different point of views – the reflective observation; the third stage is abstract 

conceptualization, in which individuals make sense of the experiences, explaining what 

has been observed; and the last stage –  active experimentation – is when individuals 

test their ideas trying something new. 

What happens after all outcomes have been accomplished? If the team is in a 

stable context (no changes in team, customer, organization), focus is on specific 

improvements, on technical excellence and on sustaining outcomes through 

continuous improvement. 

 

Figure 31 - Management strategies for continuous improvement 

6.5 Continuous improvement 

Continuous improvement is also the aim of high-maturity teams which have 

adhered to CMMI-DEV. The difference from the context of agile teams is that 

continuous improvement is not founded on extensive processes definition and 

measurement. They do not necessarily have to define work, then control it, then 

improve it, in this order. As we described earlier in the management strategy, the 

continuous improvement cycle is quick (look, make sense and give simple responses) 

and performed since the very beginning of the work on the team (CLARKE; 
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O’CONNOR, 2011). Our study confirmed early conclusions from Dybå (2000) in the 

sense that, to accomplish improvements in software processes, commitment to 

learning is more important than to “best practice” models. We understand that this 

visibility-based continuous improvement leads to an ambidextrous behavior, which 

characterizes maturity in agile software development. Figure 32 represents how we 

place continuous improvement in the maturing process with agile methods, in 

comparison with continuous improvement in a CMMI-DEV maturing process. 

Mature teams in agile software development are therefore different from mature 

teams which follow CMMI-DEV guidelines. It reflects the fact that our research is 

founded on a theoretical basis different from that of CMMI-DEV. CMMI-DEV guidelines 

for maturity are founded on lessons learned from manufacturing. This is the context 

where stability and repeatable processes are desirable (DYBÅ, 2000b). The example 

given by Poppendieck and Poppendieck (2003) is valuable here. They differ the 

process of creating a new recipe from making the dish. Creating a recipe is a creative 

process that does not benefit from repeatability. It benefits from allowing 

experimentation and change. However, when a recipe is created, making the dish is 

actually a process where repeatability and reduction of variation are necessary to reach 

efficiency and quality. As we consider to be working with complex adaptive systems, 

our findings best fit maturity for creating new recipes. We agree with the learning 

perspective from Dybå, Maiden and Glass (2014): “the conventional way of thinking 

about software process improvement puts [...] in a sequential order - first 

understanding, then action. [...] From a learning perspective, however, actions and 

understandings often need to be reversed” (DYBÅ; MAIDEN; GLASS, 2014, p. 34). 

 

 

Figure 32 - Comparison of continuous improvement in CMMI-DEV and in agile methods 
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6.6 A temporary picture 

The outcomes a team accomplished during the maturing process may change 

as long as the environment changes: outcomes on a team recede if members are 

replaced, outcomes in a product recede if technology changes, outcomes in a 

customer recede if customer changes, outcomes in an organization recede with 

changes in business strategy.  

This situation confirms our theoretical foundation of complex adaptive systems: 

there is no stability – but edge-of-chaos, instead. It highlights two important issues: 1) 

the management strategies that will sustain improvement even with instability and 2) 

the impossibility to label maturity with a tag. How can we label a team with alleged agile 

maturity, if, in the case of team member change, the team will lose maturity? 

Nevertheless, the diagnosis of agile maturity seems useful for its primary purpose 

(KOHLEGGER; MAIER; THALMANN, 2009): situate the team and give clues for 

improvement. Our framework, complemented by the Agile Compass, does not provide 

a maturity tag; thus, it does not instigate ranking. The contribution is allowing teams to 

situate themselves and glimpse where new improvements should take place, with a 

clear view that there is a learning process and management strategies to be followed. 

It addresses a need Dybå, Maiden and Glass (2014) identified when they say that 

developers and software projects lack information that lead to a reflective practice: “Not 

only to software developers lack the tools to capture, analyze and present information 

upon which to reflect, most software projects don't actively support reflection, or budget 

or schedule for it”. (DYBÅ; MAIDEN; GLASS, 2014, p. 32).  

6.7 Practical advice from literature 

Current research in agile methods provides practical evidence that aids teams in 

finding guidance to pursue outcomes in agile practices learning, team conduct, 

deliveries pace, features disclosure, software products, customer relationship and 

organizational support, as shown in Table 44. 

Table 44 - Insights from recent studies on the outcomes agile teams pursue 

Category of 
Outcome 

Insights from recent studies 

PRACTICES 
LEARNING 

• Power and Conboy (2014) studied the impediments to flow in agile methods. These impediments are "anything 
that obstructs the smooth flow of work through the system and/or interferes with the system achieving its 
goals" (p. 206). Four out of the nine impediments they identified are related to practices: delays (people waiting 
for things to happen); failure demand; work in progress; and extra processes.  

• Gandomani et al. (2014) found that training is not only a significant driver in the agile transformation process 
but it is also, in many cases, inadequate and dysfunctional. The main reasons they identified for inadequate 
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and dysfunctional training are: partial training, inappropriate contents and non-practical training, time-boxed 
training, lack of time commitment (to the training), and human aspects (resistance to change). 

• One of the worries companies have when adopting agile methods is the lack of management control (MELO et 
al., 2013). Our study has shown that it is addressed in practice by exploitative behavior.  

• The more experienced the company, the more agile practices it adopts, and they sometimes give up practices 
because of context variables of the project, not because practices are useless (MELO et al., 2013).  

• The iteration retrospective is an important moment in the projects, as short-term improvements in processes 
are usually discussed in this meeting (DRURY; CONBOY; POWER, 2012).  

TEAM CONDUCT • According to Melo et al. (2013) 91% of the companies in Brazil that adopted agile methods did so to increase 
team productivity. On the other hand, one of the main reasons for agile adoption failure is lack of experience 
in agile methods (MELO et al., 2013), which is evidence of the importance of the team in agile methods 
evolvement. 

• Four out of the nine impediments to flow that Power and Conboy (2014) identified are related to people issues, 
such as, handovers, context switching, unnecessary motion, unmet human potential. 

• Kettunen (2014) says that agile enterprises can be improved by fostering teams gauging their performance 
accordingly towards the desired states: "since software work processes are actually performed by teams (and 
their individuals), the transformations are ultimately realized by addressing them." (p. 291). 

• Adolph et al. (2012) identified that agile teams focus on having the job done, and it includes satisfying the 
software team members' needs to reach the end and achieve a feeling of accomplishment. The team also needs 
to see technical debt minimized.  

• Drury-Grogan (2014) identified that satisfying teams is one of the objectives that teams pursue during 
iterations. 

• Developers being pulled to deal with customer support issues during iteration may negatively affect decision-
making in agile projects (DRURY; CONBOY; POWER, 2012). 

• Choices of the team design are an important factor that impacts team productivity. Melo et.al. (2013b) 
identified that full time team members contribute to the team focus; in mixed team members, novice members 
contribute flexibility and experienced ones contribute knowledge; small teams lead to better communication, 
conflict management, commitment and sense of responsibility; and team collocation helps in negotiation and 
planning of requirements.  

• The study by Moe et al. (2010) provides valuable insights on the importance of communication, feedback and 
trust. 

• The experience of the team contributes to the emergence of practices in shadow networks (STACEY, 1996), as 
more experienced individuals usually create an increased number of informal social networks and focus their 
energy on productive discussions (ADOLPH; KRUTCHEN; HALL et al., 2012). 

• Moe, Dingsøyr and Dybå (2009)  suggest, to foster self-managing teams, building redundancy and team-level 
by: organizing cross-training, collocating the team at the same room, appreciating generalists practitioners, 
building trust and commitment, assigning people to one project at a time. 

DELIVERIES PACE • Melo et al. (2013) identified that 73% of Brazilian companies that adopted agile methods sought to accelerate 
time to market, that is, speed-up deliveries. 

• Olsson and Bosh (2014) say that the final stage of agile adoption is when deliveries are “experiment systems” 
because feedback from the customer is collected real-time, instead of “being frozen early as part of 
requirements prioritization” (p. 329). They also see continuous deployment as the “heaven” of adoption of 
agile methods practices. 

• Drury-Grogan (2014) identified that meeting schedule is one of the objectives that teams pursue during 
iterations. 

• Bellomo (2013) emphasizes the importance of architecture definitions and prototyping for rapid delivery. 
Successful teams weave architecture and requirements during prototyping and develop flexible architectures. 

• Tonelli et al. (2013) identified that some factors affect accelerating deliveries, such as  planning sprints with 
bug correction, and better product development guided by test/test-driven development with instant 
feedback, among other factors. 

FEATURES 
DISCLOSURE 

• Melo et al (2013) identified that managing changing priorities is the reason for adopting agile methods in 86% 
of agile companies in Brazil. 

• One impediment to flow identified by Power and Conboy (2014) is related to requirements: including extra 
features in requirements. 

• Drury-Grogan (2014) identified that meeting functionality is one of the objectives that teams pursue during 
iterations. She also identified that accepting iterations amendments after sign-off (adding additional work to 
the sprint) is one issue that affects project management success. 

• The main physical artifacts in agile software development are story cards and the wall and, when teams 
substitute these artifacts by other means, the notational and social perspectives may be harmed (SHARP; 
ROBINSON; PETRE, 2009). 

• The need to balance between the need for progress (user requirements) and for quality (team requirements) 
may lead to problems in software quality and code disorganization (MOE; AURUM; DYBÅ, 2012). 

• Wnuk et al. (2013) verified that requirements identified by domain experts are less likely to become obsolete 
during the project and, thus, show the importance of team expertise about the customer business. 



 132 

SOFTWARE 
PRODUCT 

• Melo et al. (2013) identified that one of the main reasons why companies adopted agile methods was to 
enhance software quality. 

• Architecture definition in agile software is an essential activity because it seeks to provide product quality and 
deliver value to a key class of stakeholders. i.e., developers. The architectural issues must be defined as soon 
as possible in the project life cycle, and documentation must be used as needed: in most cases, an architectural 
prototype will suffice, but in others, more explicit documentation is needed (ABRAHAMSSON; BABAR; 
KRUTCHEN, 2010). 

• Drury-Grogan (2014) identified that delivering quality products is one of the objectives teams pursue during 
iterations. 

• In the dynamic environment of agile approaches, the continuous modification of software can cause risks for 
software developers, as code may become fault-prone or difficult to maintain. Thus, Antinyan et al. (2013) 
suggest that risk in modifying code should be assessed through metrics, such as number of revisions in the code 
and cyclomatic complexity. 

• Technical debt is one of the problems created with frequent and timeless coding changes, and Krishna and 
Basu (2012) suggested a number of practices to reduce technical debt, e. g.  developers should smell their own 
codes and take help from others. 

• Collins and Lucena (2012) investigated the adoption of automated tests in agile teams and identified that 
experimenting is a key ability: teams should experiment new practices and technologies and abandon them 
when they do not feel they are useful. Some of their findings was that test automation must be simple and 
address tests that add value to the product. 

CUSTOMER 
RELATIONSHIP 

• According to Melo et al. (2013), 72% of agile Brazilian companies adopted agile methods to improve alignment 
between IT and business. 

• Adolph et al. (2012) identified that agile teams focus on having the job done, and it includes creating software 
that appeases the customer. 

• Customer focus on agile projects may be characterized by customer knowledge, customer involvement, 
customer identity, customer characteristics, customer location and team experience with the customer 
(LOHAN; LANG; CONBOY, 2011). 

• Customer involvement is critical to agile projects. Hoda et al. (2011) identified that inadequate customer 
involvement leads to adverse consequences for self-organizing agile teams. These consequences were pressure 
to over-commit, problems with gathering and clarifying requirements, problems with prioritizing requirements, 
problems with securing feedback, loss of productivity, and in extreme cases, business loss.  

ORGANIZATIONAL 
SUPPORT 

• Dybå (2000) emphasizes organizational role in software process improvement initiatives in general affirming 
that “process improvement cannot be managed, but only enabled through the space in which the software 
organization creates the possibilities for sensemaking, knowledge creation, and purposeful action” (DYBÅ, 
2000, p. v). 

• Manen and Vliet (2014) identified that the “agile mindset” is crucial for the expansion of agile methods across 
the organization. They identified the issues that are related to enabling agile mindset: collaboration, trust and 
continuous improvement. For each of these factors, they show the factors that influence each of these issues, 
either positively or negatively. 

• Communities of practice play a significant role in successful agile transformation.  Communities of practice is a 
group of practitioners who wish to deepen their knowledge in a common topic. Paasivaara and Lassenius (2014) 
presented a case in a large organization where communities of practice were used and recognized as essential 
for agile transformation and, also, after the method was established, for continuous improvement. 

• Waandenburg and Vliet (2013) studied the challenges of co-existence of agile methods with plan-driven 
approaches in an organization. They identified that these challenges are classified in two categories: increased 
IT landscape complexity and lack of business involvement. They presented the conditions, causes, 
consequences and contingences for the challenges. 

• Paasivaara et al. (2014) describe how “value workshops” helped Ericsson to align different sites and teams in 
agile transformation. The company decided to create workshops, which were held by agile coaches and a few 
managers, to create a vision of where the organization was heading for. Five core values were transmitted 
during the workshops: one organization, step-by-step, customer collaboration, passion to win and fun. The 
workshops also had the objective to create collaboration among sites and a “we” spirit. 

• Santos et al. (2014) presented a model for effective knowledge sharing among teams when agile has scaled to 
the whole organization. Their model emphasizes that inter-team knowledge sharing is only effective when the 
process is completely implemented, rather than only specific practices.  Those practices are mainly related to 
socializing knowledge and their effectiveness is influenced by organizational context and stimuli. 

• Moe, Dingsøyr and Dybå (2009) identified that the barriers to a self-managing are not just in the team itself, 
but also in the organizational context. Team-level barriers they identified were individual commitment, 
individual leadership and failure to learn. On the organizational level, the barriers to self-managing software 
teams were shared resources, organizational control and specialist culture.  
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6.8 Threats to validity of research 

The first threat to the validity of this study is the sample size in the survey in 

which we investigated the definition for maturity in agile software development. The 

sample size is a problem of statistical significance. The data were collected from a 

sample of fifty-one individuals in a population from which we cannot estimate the size 

and, thus, our results may be valid only for our sample, and not for the whole population 

(LEE; MOHAREJI, 2012). 

There is, however, a need to differentiate statistical significance from practical 

relevance (KITCHENHAM et al., 2002). Practical relevance concerns generating 

findings that matter to practitioners, which is especially important if one considers that 

software engineering is an applied discipline and that the results of any research must 

be of interest to the software industry (SJØBERG et al., 2008). 

We have not confirmed the statistical significance of the survey, but we consider 

that our findings have “conceptual relevance”, as it is scientific knowledge that affects 

how we perceive a decision situation or modifies our understanding of a decision 

situation (NICOLAI; SEIDL, 2010). One way to identify practical relevance in a study is 

to conduct further empirical studies on the same subject, which was performed in this 

dissertation. 

Regarding the case studies, construct validity and external validity are the main 

concerns. Construct validity consists in verifying the operational measurements for the 

concepts that are being studied (YIN, 2005). One threat to the construct validity in our 

study was the use of narratives to identify agile practices evolvement. We recognize 

that the narrative approach for research is compatible with the need to appreciate the 

complexity of organizations (TSOUKAS; HATCH, 2005). However, we had to rely on 

interviewees’ memories to trace the agile practices adoption and there might be gaps 

in their stories. This is the reason why we conducted more than one interview in each 

team, so that one story could complement the others.   

With respect to external validity, which is the ability to generalize results, we 

sought for analytical generalization, instead of statistical generalization (YIN, 2005; 

SJØBERG et al., 2008). We used the replication logic in our multiple-cases study (YIN, 

2005) and grounded our data analysis on a conceptual framework to reinforce 

evidence for external validity. Moreover, evaluations were conducted with members of 

the agile community in Brazil and in Europe to evaluate the validity of the findings (see 
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Figure 9). Nevertheless, we consider our findings to be subject to validation or 

refutation by further studies. 
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CHAPTER 7. CONCLUSIONS 

This manuscript described the results we obtained in our study to characterize 

maturity in agile software development. Based on the theoretical foundation of the 

complex adaptive systems theory, our research was organized into three main stages: 

Stage 1 – in which we defined maturity in agile software development; Stage 2 – in 

which we could understand the mechanisms to mature with agile methods; and Stage 

3 – in which the findings were evaluated. Figure 33 summarizes how the rationale has 

been developed throughout the thesis. 

 

 

Figure 33 - Thesis summary 

 

It is been fifteen years since the publication of the Agile Manifesto (BECK et al., 

2001). We are, therefore, currently experiencing the maturing of the agile software 

development movement in a way that is has been considered to be the main stream in 

some parts of the world (BUSTARD; WILKIE; GREER, 2013). In Brazil, the adoption 

of such methods is emerging (MELO et al., 2013). The practical relevance in our 

research is that, while the agile adoption has grown and continues to grow, teams that 

have implemented these methods are maturing their practices. It is the moment to 
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investigate how they are accomplishing their results and create guidelines to help other 

teams to evolve in agility. 

The academic relevance of the study lies in the evidence that we have 

demonstrated on the variety of existing agile maturity models, and the variety of 

underlying concepts. “Agile maturity” is still being defined and, as such, it was 

considered one of the trend areas in agile research at the 15th International Conference 

in Agile Software Development (FALESSI et al., 2014). 

Our contributions with this study are: a definition for agile software development 

maturity that considers the nature of the agile teams, and a framework that describes 

agile software development evolvement, complemented with a diagnosis tool. The 

Progressive Outcomes framework that we proposed considers people as the central 

role in the maturing process, sees ambidexterity as a key ability to maturity, and does 

not prescribe practices, but outcomes that teams actually pursue. Agile maturity comes 

from a non-linear and dynamic process of pursuit of progressive outcomes in the 

practices learning, on the team conduct, in the deliveries pace, in the way features are 

disclosed, in the quality of the software product, in customer relationship and in 

organizational support. 

We cannot assume that these findings would speed up agile transformation or 

make the evolvement path easier. The feedback we have received from practitioners 

showed us that our main contributions are 1) showing that agile improvement is beyond 

learning of practices; instead, it involves a number of issues (our categories of 

outcomes) that need to be addressed; 2) showing that learning is the focus, as 

evolvement is dynamic and based on continuous improvement since the beginning; 

and 3) emphasizing the importance of ambidextrous management to guide an adaptive 

maturing process. 

Our results are limited to the contexts where data were collected. Firstly, to the 

Brazilian agile adoption context and, secondly, to the specific teams we have 

investigated. The Brazilian context of agile adoption is that of inexperienced 

practitioners. To mitigate this limitation, we have conducted validations with 

researchers from other countries. Although to some of them our results seemed 

familiar, we cannot assure applicability abroad. The limitation to the context of the 

teams we analyzed is a known limitation of case studies (EISENHARDT, 1989), which 

deepen the analysis, but do not provide an extensive sample. We have worked to 

create a sample of companies with different profiles but, still, our findings are subject 
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to replication in other contexts. Our findings are also limited to the evolution of agile 

practices within teams and, therefore, they do not address scaling of agile practices 

across team boundaries (WAARDENBURG; VLIET, 2013).  

Further work of this study might include action research to implement and test 

the diagnosis tool we proposed in multiple environments. Moreover, our evaluation of 

the results of this dissertaion emphasized the need for: 1) more empirical research to 

confirm our outcomes in different contexts; 2) more empirical work to identify 

evolvement paths of outcomes accomplishment in different contexts; 3) more empirical 

work to map influence among practices and outcomes; and 4) studies that deepen the 

description of the categories with theoretical foundation from other fields of study. 
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APPENDIX A – QUESTIONNAIRE STATEMENTS FOR STAGE 
1 SURVEY 

Author Number Related survey statement 

Soundararajan et 
al. (2012) 
 
 
 

 

X2 Allowing requirements to evolve during the project 
X13 Doing code refactoring 
X14 Doing pair programming 
X47 Doing things when they have to be done, not before 
X48 Self-organizing 
X60 Distributing physically so as to reflect agile philosophy 
X30 Delivering working software continuously 
X49 Giving continuous feedback 
X1 Using product backlog to define requirements 

X50 Writing agile documentation 
X31 Making agile project estimates 
X36 Holding retrospective meetings 
X68 Allowing customer to drive iterations 
X51 Distributing expertise on the team appropriately 
X37 Tracking and reporting iteration progress 

Buglione (2011) X43 Collaborating with team members 
X38 Integrating management activities directly into development tasks 
X44 Keeping work simple 
X23 Managing source code 
X67 Developing products that respond to business needs 
X3 Using stories to define requirements 

X46 Sharing responsibility 
X22 Managing software configuration (version control) 
X57 Being geographically distributed (different cities or countries) 
X59 Dealing easily with regulatory compliance 
X63 Dealing easily with domain complexity 
X64 Dealing easily with technical complexity 
X58 Dealing easily with organizational complexity 
X65 Dealing easily with enterprise discipline 

Abbas et al. (2010) X8 Performing traditional systems analysis 
X16 Being concerned about database architecture 
X54 Doing agile quality assurance 
X41 Communicating face-to-face daily 
X53 Analyzing and inspecting code 
X52 Running lightweight tests and reviews 
X11 Specifying software architecture 
X15 Using code standards 
X7 Defining lightweight requirements 

X28 Doing iterative and incremental development 
X66 Having the customer actively participate during the project 

Williams et al. 
(2010) 
 

X61 Being multidisciplinary 
X40 Focusing on work (priorities do not change during iteration) 
X6 Eliciting requirements based on communication 
X5 Allowing the emergence of requirements 
X4 Doing technical design of requirements 

X25 Planning releases 
X32 Defining scope according to schedule 
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Author Number Related survey statement 
X35 Holding daily progress tracking meetings 
X33 Making estimates with the people who will do the work 
X26 Planning before and during the project 
X20 Doing test-driven development 
X17 Doing continuous code integration 
X12 Using collective code ownership 
X45 Not losing autonomy when under pressure to meet deadlines 
X39 Responding to pressure by re-prioritizing or re-scoping instead of 

working overtime or adding people 
X62 Encouraging a culture of working together as a team rather than 

individually 
X55 Implementing development infrastructure that supports agility 
X56 Developing people’s agility skills 
X27 Using timeboxes in planning 
X42 Questioning and learning from one another 

Layman et al. 
(2004) 

X29 Making short software releases 
X69 Customer being collocated 
X24 Using the planning game 
X21 Collecting test metrics 
X18 Running automated unit tests 
X19 Running user acceptance tests 
X10 Using simple software design 
X34 Maintaining a sustainable pace (do minimum overtime) 
X9 Using metaphors to describe requirements 

CMMI-DEV (CMMI 
Product Team, 
2010) 

X71 Analyzing possible decisions using a formal evaluation process that  
evaluates identified alternatives against established criteria 

X72 Managing projects according to an integrated and defined process 

X73 Collecting metrics that are used to support management 
information needs 

X74 Having defined process assets, work environment standards, and 
rules and guidelines 

X75 Getting to know strengths and weaknesses and be able to plan and 
implement process improvements based on that 

X76 Identifying gaps in performance and selecting and deploying 
improvements to close these gaps 

X77 Having a quantitative (metrics-based) understanding of processes 

X78 Developing people’s skills and knowledge so they can perform their 
roles effectively and efficiently 

X79 Establishing and maintaining plans that define project activities 

X80 Evaluating processes and work products objectively and addressing 
non-compliance issues 

X81 Managing projects with measures and analytic techniques 

X82 
Formally eliciting, analyzing, and validating requirements for the 
product and stakeholders 

X83 
Planning and invoking risk handling activities as needed across the 
life of the project 

X84 Managing the acquisition of products and services from suppliers 

X85 
Maintaining alignment between requirements and the project’s 
plans and work products 
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APPENDIX B – QUESTIONNAIRE STATEMENTS FOR STAGE 
2 – PHASE 1 SURVEY 

1. Do you believe a model that aids teams to become mature in agile software 

development would be useful? (   ) Yes  (   ) No. Why? 

2. Based on your personal opinion, what would the road map to mature in agile 

methods be like? Please, number the practices bellow in a maturity growing 

sequence. Please add any comments you find necessary. 

_______ Focus on agile requirements; 

_______ Focus on software architecture; 

_______ Focus on agile coding; 

_______ Focus on agile testing; 

_______ Focus on agile planning; 

_______ Focus on agile project monitoring; 

_______ Focus on agile values in the team; 

_______ Focus on agile quality assurance; 

_______ Focus on defining an agile physical environment; 

_______ Focus on involved customer; 

_______ Focus on metrics; 

_______ Focus on defining processes; 

_______ Focus on controlling processes; 

_______ - ___________________________________; 
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APPENDIX C – QUESTIONNAIRE STATEMENTS FOR 
AMBIDEXTERITY EVALUATION IN CASE STUDY 

Reference Author Aspect Question 

Gibson & Birkinshaw (2004) Performance This team is achieving its full potential 

People at my level are satisfied with the level of 
team performance 

This team does a good job of satisfying our 
customers 

This team gives me the opportunity and 
encouragement to do the best work I am capable 
of 

Good 
Alignment 

The management systems in this organization 
work coherently to support the overall objectives 
of this organization 

Bad Alignment The management systems in this organization 
cause us to waste resources on unproductive 
activities 

People in this organization often end up working at 
cross-purposes because our management systems 
give them conflicting objectives 

Adaptability The management systems in this organization 
encourage people to challenge outmoded 
traditions/practices/sacred cows 

The management systems in this organization is 
flexible enough to allow us to respond quickly to 
changes in our markets 

The management system in this organization 
evolves rapidly in response to shifts in our business 
priorities 

Tiwana (2008) Bridging Ties Members of this team vary widely in their areas of 
expertise 

Members of this team have a variety of different 
backgrounds and experiences 

Members of this team have skills and abilities that 
complement those of one another 

Strong Ties There is close, personal interaction among team 
members at multiple levels 

This project team is characterized by high 
reciprocity among members  

This project team is characterized by mutual trust 
among members 

This project team is characterized by mutual 
respect among members 

This project team is characterized by personal 
friendship among members 
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APPENDIX D – CODE NETWORK EXAMPLE 

Code network for Company D – Past 
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APPENDIX E – CASE REPORT AMBIDEXTERITY ANALYSIS  

Ambidexterity analysis presented in Company C 
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APPENDIX F – CROSS CASE ANALYSIS PROCEDURE 

1. We identified that, in Company A’s 
team, a Confident Team was an 
outcome in the PAST, based on the 
codes linked to this node on the map. 
At PRESENT, it evolved to an 
Assertive Team; 

2. For Company B – Team 2, evidence 
from the PAST shows a Specialist 
and a Responsive Team (the codes 
that evidence them are respectively 
attached to the node). At PRESENT, 
the outcomes Inter-disciplinary Team, 
Confident and Assertive Team were 
identified.  

3. For Company B – Team 1, evidence 
in the PAST led to the inference of a 
Confident Team, at PRESENT to an 
Assertive Team and, in the FUTURE, 
to an Specialist Team. 

4. For Company C’s team, note that in 
the past there is no evidence for 
outcomes on the team, but they 
appear at PRESENT as a 
Responsive Team and, in the 
FUTURE, as a Confident Team. 
 

To build our cross-case map, we identified that, 
although a Responsive Team appeared at 
present for Company C, it is an outcome 
pursued before the Confident Team, which 
appeared at different moments in the cases. As 
Assertive Team was an outcome pursued after 
the Confident Team in the other cases, we 
inferred the sequence Responsive-Confident-
Assertive Team. Note that the Specialist Team 
and Interdisciplinary team were not considered 
in the cross-case results, because of their 
context-specific evidence. This example also 
shows that the Team category of outcome 
emerged in the cross-case analysis; it was not 
pre-defined in the maps of individual teams. 
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APPENDIX G – MULTIPLE CASES REPORT 
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APPENDIX H – OUTCOMES ASSESSMENT FOR EACH TEAM 
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APPENDIX I – EXAMPLE OF EVIDENCES FOR THE AGILE COMPASS 


